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Abstract

This thesis consists of four papers, all considering different aspects of asset liability
management (ALM) modelled by stochastic programming. The main motivation for the
work was research performed for a partner company offering life insurance policies.

In the first paper, we present our model of a Swedish life insurance company. The
model is based on stochastic linear programming. We describe the different parts that
such a model needs, such as a model of the company itself, and a model of the surrounding
economy, including a model of the customers’ behavior.

Paper II develops methods for speeding up the nested Benders algorithm for multi-
stage stochastic linear programming, when applied to medium-sized problems. We show
how time-savings on the order of 25% may be achieved by dividing the scenario tree into
blocks and altering the sequencing protocol to take advantage of this block-structure.

When developing the model in paper I, our partner company wished to use 7 asset-
classes in the model. This desire requires us to have rather broad scenario trees, if the
solution is not to chase spurious profits present only in the scenario tree. In paper III
we show that by reducing trade to much fewer linear combinations of asset classes, we
may improve the quality of the solution, as long as the linear combinations are carefully
chosen. We illustrate this on a small test-problem, where the linear combinations are
found using dual information from the ALM problem.

In papers I-III, the modeling paradigm chosen has been stochastic linear programming.
However, this framework rapidly becomes computationally infeasible for problems with
many time-stages. In paper I this has been solved by aggregating time-stages, in effect
reducing the feasible set to a singleton at some of the time-stages. Another possible path is
the use of parameterized policies. In paper IV we compare stochastic linear programming
to a parameterized dynamic policy, both quantitatively and qualitatively. Furthermore, we
construct a hybrid policy, where solutions from a stochastic linear programming approach
are used to create a parameterized function. We show that an optimized such policy
significantly increases the performance compared to pure stochastic linear programming.

Keywords: optimization; stochastic programming; asset liability management; life
insurance
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This thesis consists of an introduction and the following papers:

Paper I F. Altenstedt, An asset-liability management system for a Swedish life
insurance company, submitted to Annals of Operations Research.

Paper IT F. Altenstedt, Memory consumption versus computational time in nested
Benders decomposition for stochastic linear programming, submitted to Com-
putational Optimization and Applications.

Paper IIT F. Altenstedt, Asset aggregation in stochastic programming models for
asset liability management.

Paper IV F. Altenstedt and M. Patriksson Policy optimization: parameterized
decision rules vs. stochastic programming for asset liability management.
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1 Introduction

The primary objective of the work leading to the thesis was to develop tools to
help a Swedish life insurance company make better decisions. Such a company
must make two major decisions: how to invest the assets and how to set the bonus
rate of return, meaning that a large part of their decision is a portfolio selection
problem.

1.1 Background to Swedish life insurance

The main product offered by our partner company is what is known as a traditional
pension insurance policy. Under such a policy, the company guarantees that the
customer will receive a monthly payment from the age of 65, continuing for a
number of years stipulated in the policy. In exchange for this promise, the customer
pays to the company a sum of money, which will be invested until the customer
retires. If the company makes successful investments, the funds will more than
suffice to cover the promises to the customers. In case this happens, according
to Swedish rules for mutual companies, all excess profits are distributed to the
customers as a bonus return. One peculiarity of the Swedish system is the fact that
the bonus rate already allocated to the customers may be reduced retroactively if
the company becomes insolvent.

Since the guaranteed monthly payment is rather low, most customers expect the
bonus payments to provide a substantial fraction of the future retirement pay-outs.
Hence the task of the company is to invest the means obtained from the customers
in a way that will give a good return on the customers’ payments at an acceptable
risk, while making sure that the return on the assets is at least sufficient to cover
the guaranteed payments promised in the policies, preferably without ever having
to reduce the bonus allocations retroactively.

In order to guarantee that the company is on track towards covering its promises
to the customers, the regulating authorities require the company to abide by two
sets of rules. The first makes sure that the company covers the guaranteed pay-
ments, while the second is designed to make sure that the company is sufficiently
solvent to honor the bonuses distributed to the customers. Both these sets of reg-
ulations take the form of reserves, which need to be covered by the assets of the
company. The overall decision-problem therefore is an asset liability management
(ALM) problem. The size of the first reserve is loosely coupled to the prevailing
long-term interest rates, while the other is determined by the bonus rate of return
given. Hence, the company need to consider the correlation between the asset
yields and the long-term interest rates when determining the portfolio, in order
to make sure that the first reserve is covered. In the same fashion, the setting of
the bonus rates and the investment portfolio selected needs to be coordinated in
order to lower the risk of the company being forced to retroactively lower the bonus
allocations.



1.2 Portfolio optimization

A good investment portfolio is one which gives a high expected yield at low risk,
with risk defined by an appropriate risk measure. When Markovitz [34] introduced
his mean-variance portfolio selection technique, the risk measure chosen was the
standard deviation of the realized return. Another approach to model the risk-
adverse behavior of a rational investor, integrating risk and reward, is the use of
utility functions, as described by Von Neumann and Morgenstern [46]. Other risk
measures beside variance includes value-at-risk (see J.P. Morgan [29]), conditional
value-at-risk, as used by Andersson, Mausser, Rosen and Uryasev [1], and absolute
deviation, used by Konno and Yamazaki [31]. For all these problems, only one
decision is made, and the portfolio is considered to be fixed over the decision
horizon.

In multi-stage portfolio problems, the portfolio is not considered to be fixed
over the investment horizon, but instead periodically rebalanced. Hence, the opti-
mal decision is no longer a portfolio, but a strategy, describing how the portfolio
should be balanced for each period in time. Both the mean variance and utility
function frameworks have been extended to the multi period case by Mossin [23]
and Hakansson [23, 24].

In the articles cited above, the problems are pure policy optimization problems
since no special purpose of the yields of the investment is specified. When running
an insurance company, the purpose of the investments is to be able to cover the
payments to the policy holders. Hence it is more appropriate to formulate the
decision problem as an asset liability problem (ALM), where the liabilities are
explicitly considered when the portfolio is chosen. Again, ALM problems may be
single-stage or multi-stage problems. The first multi-stage models formulated, such
as by Chambers and Charnes [14], assume the future to be perfectly known. More
advanced models, such as the one formulated by Bradley and Crane [9], incorporate
the randomness inherent in portfolio selection. When randomness is involved, we
must determine what it means for a solution to be feasible. We may either require
the constraints to hold with probability 1, or require the constraints to hold with
a predefined probability, resulting in a chance constrained problem (see Charnes
and Cooper [15]). This kind of constraints are included in Dert’s [20] model of a
Dutch pension fund.

One type of life insurance product offered by some life insurance companies
(although not by our partner) is an equity linked contract with guarantee. Such
a policy will pay the maximum of a guaranteed amount and the value of an index
when the contract matures (i.e., the policy-holder reaches a certain age, or dies).
Brennan and Schwarts [10] show how these policies may be decomposed into the
guaranteed amount and an option with the strike-price given by the guaranteed
amount. This decomposition is the basis of an investment strategy where the
company tries to replicate the option. Furthermore, Brennan and Schwarts suggest
that different investment strategies themselves may be considered as assets in the
portfolio selection problem.

However, option replication does not appear to be suitable for the Swedish



conditions, since there is no clear rule of how much the policy holder receives
at maturity. (The reason for this is that the company itself sets the bonus rate
of return.) Instead, we choose to model our problem as a multi-stage stochastic
linear program. In the literature these exist several models of this type dealing
with ALM, the most important ones being Kusy and Ziemba [32], Carifio et al.
[12, 11, 13], Dert [20] (modified by Gondzio and Kouwenberg to remove the chance
constraints [22]), Consigli and Dempster [17] and Hgyland and Wallace [28].

1.3 Multi-stage stochastic programming

If we limit the number of points in time where decisions can be made to a finite
set, and assume that we do not wish to have any chance-constraints in our model,
then the ALM problem may be formulated as that to:

minimize  fo(z0(£0), &) + Ef [f1(21(£1), &) + Ef e, [f2(22(&2), &)

z¢,t€{0,...,T}
o ED o [fr(ar(en),€n). , (L1a)
subject to  x¢(&) € Xo(&o), (1.1b)
(&) € Xo(To1(&), &), t=1,...,T. (1.1¢)

Here, &; represents all random information known at time ¢, defined on a stan-
dard probability space (2, &, P), and E” means that expectations are taken using
this measure. All possible random outcomes of &; define a filtration %; on this
probability space, where %; will consist of all events whose outcome is known
at time ¢t. The decision variables z; are said to be fulfilling non-anticipativity if
they only depend on information available at time ¢, which is equivalent to re-
quire that z; is measurable with respect to %#;. We use the shorthand notation
(&) = (20(&),1(€1), ..., 2¢(&)) to represent the entire decision history. In
each period, the decisions made must be feasible, and the set of feasible decisions is
influenced both by random outcomes and previous decisions, as indicated by (1.1c).

Since the variables x:(£:),t > 0, depend on random outcomes, the space of
possible decisions will be infinite-dimensional if the space of possible outcomes (2
is not finite. Most computational methods which may be employed to solve (1.1)
assume that the space of possible random outcomes is finite, meaning that if this is
not true, the outcomes need to be discretized into a scenario tree. If the problem
fulfills additional requirements such as iso-elastic utility (ruling out most, if not
all ALM models), no serial correlations in the random variables, and an objective
function which separates over the time-stages, then dynamic programming may
be used for problems with continuous states (see for instance Samuelson [40]).
Dynamic programming may also be used for low-dimensional state spaces and
separable objective functions, but this type of approach is rare for ALM problems
as portfolio allocations tend to be continuous. Other problems are more suited for
this kind of approach, such as the stochastic unit commitment problem (Takriti,
Krasenbrink and Wu [43]).



The most common approaches to the problem (1.1) are decomposition tech-
niques. When decomposing the problem into scenarios, one problem is formulated
for each possible random outcome and the non-anticipativity of the problem is
enforced using explicit constraints. The non-anticipativity constraints are relaxed
using Lagrangian relaxation, and the resulting dual problem is solved using dual
ascent methods. A similar method is the progressive hedging method by Rock-
afellar and Wets [38], which uses the previous iterations’ average value of x; over
each information set (the subset of Q over which &; is constant) to construct the
relaxation.

The problem (1.1) may alternatively be decomposed by time-stages, resulting
in the L-shaped decomposition method by Van Slyke and Wets [45], which was
extended to multiple stages by Birge [4]. As with most LP-based decomposition
methods, L-shaped decomposition may suffer from slow convergence, as the so-
lution sequence is unstable. The proposal by Ruszczyniski [39] is to introduce a
regularization cost-term which stabilizes the sequence of solutions. This has the
added advantage of making it possible to delete inactive cuts while still guarantee-
ing convergence.

Instead of utilizing the structure of the problem (1.1) to decompose it into
different subproblems, it is possible to utilize the structure of the problem while
solving the deterministic equivalent directly. For example, Birge and Qi [7] utilize
the constraint matrix structure when devising an interior point method for a two-
stage problem. Further progress for multi-stage problems has been made in this
area by Steinbach [42] and Blomwall and Lindberg [8].

1.4 Thesis objectives

The main theme of the work leading to this thesis is to create an ALM system for
a Swedish life insurance company. In order to work properly, such a system needs
a number of features:

e We need a model of the company which includes all relevant constraints on
the problem, such as trading restrictions, statutory rules and so forth.

e We need a model of the company’s liabilities, and how these liabilities are
affected by the decisions of the company and the random outcomes of the
economy model.

o We need a model of the surrounding economy, capable of producing a scenario-
representation of the unknown random parameters which are consistent with
the subjective beliefs of the decision makers.

e We need algorithms capable of solving instances of the problem of relevant
sizes.

e We need to be able to interpret the output of the model, in order to turn the
output into advice to the decision-makers.



Paper I in this thesis is intended to address the three first items in this list.
In it we develop an asset liability model for a Swedish life insurance company. The
purpose of this model was to serve as a prototype, demonstrating the advantages
of dynamic asset liability management over the company’s current static approach,
and hence to motivate the company’s effort to develop a more realistic asset model.
Unfortunately, the negative development of the Swedish stock market during the
project’s lifetime proved the benefits of using ALM in a more effective way: the
losses incurred by our partner company required the owners to lend the company
substantial amounts of money, in order to guarantee their solvency. These loans
were given on the condition that the company temporarily adopted a bonds only
investment strategy. Since a major purpose of our ALM model is to determine
how large a fraction of the available assets should be invested in stock, further
developments and implementation of the model have been put on hold, possibly
indefinitely. Furthermore, the company has been placed in run-off mode and does
not accept any new customers.

However, the experiences from the modeling led to some other insights. Testing
an ALM model requires solving many stochastic programming problems of the same
shape, differing only in the random parameters. Paper II is devoted to increasing
the speed of solving stochastic linear programming problems of medium size (on
the order of 2e5-1e7 variables) on normal office computers, as we have access to a
large number of PCs during the night.

Our partner company wished to use their current asset classification, having 7
different asset classes (although 2 classes were not actively traded). Describing the
joint probability function of so many assets to a satisfactory degree requires the
scenario tree to have a large number of branches, making the resulting problem
hard to solve. If we have too few branches to accurately describe the probability
function, the optimization will seek to exploit spurious investment opportunities
which look good when evaluated over the scenario tree, but bad when evaluated
under the true probability measure. In Paper III we try to constrain the feasible
set of our ALM problem, in order to limit the possibility to chase spurious profits,
while at the same time not reducing the performance of the model by still retaining
a near-optimal solution inside the feasible set.

A stochastic programming based decision support system may be seen as a
black box by the users. A user inputs his/her subjective view of the probability
distribution of future events and risk tolerance as well as the state of the company,
pushes a button and out pops a decision. For a user, it is not clear how this
decision was obtained, and how alterations to the input will affect the output. In
an attempt to visualize how the optimal solution from the stochastic programming
model would vary with input, we solved a large number of problems and stored
the results. By interpolating between the results stored, we may draw graphs of
approximately how the decision changes with the state of the company. We then
realized that these tables may be used as a proxy for obtaining decisions from the
stochastic programming model.

The obvious drawback of this approach is that we no longer get an optimal de-
cision for a given state of the company. There are however a number of advantages.



Firstly, the decision for each possible state of the world is now explicitly available
and may be inspected for scrutiny. Furthermore, simulating using the system be-
comes significantly easier; simulating hundreds of scenarios now just takes a few
seconds, while simulating the same scenarios using the full stochastic programming
formulation takes hours, if not days. Secondly, the resulting policy may be man-
ually altered, to see how changes in the policy will affect the distribution of key
values at the end of the test scenarios. Hence, the construction of these table-based
policies is a contribution towards addressing point 5 in the list above. In Paper
IV we compare stochastic programming to table-based policies as well as another
dynamic policy by using a simple ALM problem.

1.5 Contributions of this thesis
1.5.1 Paperl

The main contribution of this paper is the formulation of the model. A property
of the model not found in other similar models is the strong connection between
the company’s actions and the size of the liabilities. In addition, one part of the
numerical tests compare different shapes of the scenario tree. Trees with approx-
imately the same number of scenarios are compared, but the trees have different
numbers of stages, and a different number of branches at each stage. The differ-
ent shapes are created by aggregating time-stages in the model. Since the size
of tree-based stochastic programming models are exponential in the number of
time-stages, aggregation of time-stages is a necessity in order to make the problem
computationally tractable, if the number of time-stages is large. Stages are aggre-
gated in this fashion in the models described by Carifio et al. [12], Hilli et al. [25]
and Hgyland et al. [27], although results from different ways of aggregating the
time-stages are not reported for any of these cases.

The previous tests on multi-stage ALM-models we are aware of have either used
test scenarios with few enough stages to make stage aggregation unnecessary, or
have not tried different shapes of the tree. In our simulations, we find that the
longer trees perform better, even when the number of branches are too few to
give a good description of the possible random outcomes, as evidenced by a very
poor solution stability between different scenario trees. This seems to imply that
aggregating time-stages gives a significant bias to the solution.

1.5.2 Paper 11

In recent papers on implementations of the nested Benders algorithm the main
focus has been on making larger and larger problems solvable on bigger and big-
ger computers (see for example Dempster and Thompson [18], Birge et al. [5] and
Gondzio and Kouwenberg [22]). In this paper we instead focus on trying to improve
the algorithms efficiency for medium sized problems, that is, problems of approxi-
mately the size which need to be solved when an ALM system is tested by rolling
horizon simulations. We find that by tuning the algorithm to make use of most
of the available memory, some 15-30% of the computational time may be saved.



This tuning is performed by combining depth-first search of the scenario tree with
changes to Wittrock’s [47] fast-back—fast-forward sequencing protocol commonly
used for nested Benders decomposition.

1.5.3 Paper III

This paper deals with the aggregation of assets into asset classes in stochastic
programming ALM models. We show how the selection of the number of assets
to include in an optimization model affects the quality of the solution in two ways
when an approximation of the probability measure is used. Firstly, the quality
of the solution is affected negatively, as we may make all optimal or near-optimal
solutions infeasible. Secondly, on the positive side, the aggregation prevents the
exploitation of spurious profits emanating from a poor approximation of the full
probability measure. Furthermore, we show how dual information from the scenario
tree may be used to guide the asset aggregation procedure.

1.5.4 Paper IV

In this paper we directly compare stochastic linear programming to a parame-
terized dynamic policy. Previous comparisons in the literature have been with
re-optimized fixed-mix policies. Furthermore, we construct a hybrid policy, where
a parameterized policy is constructed from a number of stochastic linear program-
ming solutions. We show that by optimizing the parameters of this policy we
significantly outperform the solutions from a pure stochastic linear programming
formulation.

1.5.5 Software

In addition to the papers I-IV, the thesis work has resulted in two programs which
we hope are useful for other stochastic programming researchers and practitioners.
The first program, BNBS, is an efficient implementation of the nested Benders
algorithm (the implementation is described in Paper IT). The second program, not
described in any paper but used in Papers I, III and IV, is an extension of an
algebraic modeling language, which allows it to handle stochastic programming
problems. This program, STOCHPLAM, is described in Section 3 below. Both
programs are freely available to the research community.

2 Summary of papers

2.1 Paperl

An asset liability management system for a Swedish life insurance com-
bany

This paper presents our model of a Swedish life insurance company. In order to
put our model into perspective we give an overview of other models used for asset



liability management for pension funds and life insurance, as well as an overview
of the sets of rules under which these models are designed to operate.

The model itself consists mainly of two parts: a model of the surrounding
economy (including the customers), and a model of the company, which both are
described in the article. Furthermore, we perform a set of numerical tests; we
compare the performance of our model to that of a fix-mix benchmark, and we try
to determine the effects of aggregating stages in the scenario tree. We show that
significant performance is gained if we use trees with many stages and few branches
per stage, compared to using shorter trees with more branches per stage.

2.2 Paper II

Memory consumption versus computational time in nested Benders de-
composition for stochastic linear programming

Testing a stochastic programming based ALM system is usually done by rolling
horizon simulations on a number of test scenarios. Performing rolling horizon
simulations involves solving a large number of problems, with slightly different
random data. Preferably, these test problems should be solved by utilizing unused
resources, such as by borrowing PCs used for normal office work whenever they are
not used for their intended purpose. This means that the hardware we use will be a
collection of heterogeneous computers connected through a normal office network.
Furthermore, a computer may become unavailable without prior notice whenever
it is needed for other tasks. These conditions imply that it is easier to parallelize
tests by scenarios (i.e., run one scenario per computer) instead of parallelizing the
solver (i.e., use all computers to solve for one scenario quicker).

In the literature there exist several implementations of the nested Benders algo-
rithm for solving stochastic programming problem. Many of these implementations
focus on making larger and larger problems solvable in shorter and shorter time,
on bigger and bigger computers. Less effort has however been spent on trying to
shorten the solution times for solvers running on smaller computers with limited
memory.

In this paper we explore a number of strategies which may be used in order
to trade lower memory consumption for higher computational time. One factor
greatly affecting how much memory is consumed is the number of subproblems
kept in memory. Traditionally, one subproblem per node in the scenario tree is
kept if the problem is small, while one problem per period is kept if the problem
is slightly larger. If the tree is searched breadth-first, then these are in fact our
only options. If we instead perform a depth-first search, then we also have the
option to keep an entire subtree in memory, while sharing LP-structures between
the subproblems (see Figure 1). This is done by cutting the problem into two
halves by the use of a block-stage. One LP is kept per node before the stage, while
the subtrees after the block-stage share LPs.

We show how keeping subtrees in memory may reduce the overall computational
time, without leading to much higher memory requirements. Doing this requires
us to modify the fast-back—fast-forward sequencing protocol (as given by Wittrock



[47]), which is recommended for stochastic programs both by Gassman [21] and
Birge et al. [5].

Minor iterations LP
L _ Node

Level 1

Level 2, block-stage

' Level 3
Major iteration R j,f‘z::;;;;—f:/x:& J\
with bounce R

Subtree block

Figure 1: Sharing of LPs.

The reductions in solution times vary between different test-problems; we save
between 15-30% of the computation time compared to using one problem per level
in the tree, sometimes while also saving memory, but usually by approximately
doubling the memory requirements.

2.3 Paper III

Asset aggregation in stochastic programming models for asset liability
management

If we look at the problem (1.1), we see that we may define its value recursively as

gr(Tr_1,6r, X, P) = min fr(ZTr-1,2r,ér), (2.1a)
_ ITEXT('m T-1,6T) .
9t(T¢-1,&, X, P) := min (fe(T i1, e, &)

24 €Xe (T e—1,Et)

HEL e 9041 (T o1, 20,641, X, P)]). (2.1D)

Clearly, the function g; is dependent both on the feasible set X and the probability
measure P used to compute the expected averages. We may thus formulate the
problem (1.1) as that to

minimize  fo(z0(¢0)) + Eg, [91 (0,1, X, P)]- (2.2)
z0€X0o
However, as stated previously, we are not able to address this problem directly.
Instead we discretize the space of possible outcomes into a scenario tree, and solve
the approximate problem

minimize  fo(wo(£0)) + EL g1 (20, &1, X, P)], (2.3)

T0E€Xo



where P denotes the probability measure corresponding to the scenario tree. In this
problem, even if the probability measure P provides an accurate description of the
full probability measure P for the first-stage random outcomes, the resulting opti-
mal first-stage solution may be far from the real optimal solution, if g; (¢, &1, X, P)
is a poor approximation of gi(xg, &1, X, P). For example, if we have many assets
to invest in, but few branches in P at later stages in the tree, there will exist
spurious profits in the scenario tree at later stages, and hence g;(zo, &1, X, P) will
be an over-estimation of gi(zo,&1, X, P). In this paper we experiment with re-
strictions on the feasible set (replacing the feasible set X by X c X). The pur-
pose is to make g;(zo,&1, X, P) a better approximation of g;(zo, &1, X, P) than
g1(z0, &1, X, P), which will improve the first-stage solution.

When an ALM problem is specified, an important choice is which asset classes to
include. Typically, the assets are aggregated into categories such as foreign stock,
domestic bonds, etc. If too few asset classes are used, then the model may perform
poorly since the feasible set does not contain any good solutions. On the other
hand, including too many assets leads to computational difficulties: as the joint
probability distribution of the possible asset yields are represented using scenarios,
increasing the number of assets requires us to increase the width of the scenario
trees, thus making the problem much larger. In this paper, the restrictions of
the feasible sets discussed above takes the shape of aggregating assets into bigger
asset classes (referred to as synthetic assets). The aggregation is guided by dual
information from the ALM-problem, in order to find restrictions on the feasible
sets which removes the tendency to chase spurious profits, while at the same time
permits the solver to find good asset combinations. We try this approach on a
bare-bones ALM problem, and find that there is no significant advantage of using
more than two asset combinations, as long as they are carefully chosen. We further
find that significant performance is lost if the liability side is not considered when
the assets are aggregated into asset classes, either by using dual information from
the ALM, or by aggregating assets using Markowitz method, augmented with the
liability hedging credit of Sharpe and Tint [41].

2.4 Paper IV

Policy optimization: parameterized decision rules vs. stochastic pro-
gramming for asset liability management:

The concept of stochastic programming over a scenario trees is only one of many
possible approaches that may be used for asset liability management. Another
possible approach is the use of parameterized policies (see Mulvey [35]).

If we look at the problem (1.1), and assume that the variables may be divided
into one set representing the state of the company, z, and one set representing the
decision we may make, y, then the problem may be reformulated as:

n;ion fo(zo) + Ee, yIRié_Ill)[f1(?1(§1),§1) + Egy e, [ylﬁg) f2(T2(&2), &)
4+ E5T|5T*1[y?%i£) fr(@r(&r)&r)) -1, (2.4a)
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s. t. zo=9g(Z,yo), (2.4b)
Yo € Yo, (2.4c)
z4(&) = g(@we—1(&e—1), ve (&), &), t=1,....,7, (24d)
yt(&) eYt(:z:t_l(Et_l),gt), t=1,...,T. (246)

In this formulation, the state of the company at time ¢ is a direct function of the
state of the company at time ¢ — 1 and the decision made at time ¢, as expressed
by z:(&:) = g(we—1(&-1), ye(&), & ). As has been mentioned earlier, the dimension
of a stochastic programming problem is high, as one decision may be made for
each possible random outcome. Applying parameterized policies is an attempt to
reduce the dimension of the problem, by making the action taken at time ¢,
into an explicit function of the state of the company at time ¢ — 1 and the random
development between ¢t — 1 and ¢. This explicit function is made dependent on a
number of parameters a,which we optimize over, giving us the problem formulation:

min  fo(wo) + Ee [1(T1(61), &) + Eeype, [£2(F2(82), £2)+

o+ Eepleg [fr(Tr(ér), &r)] -1, (2.5a)
s.t. xo = g(Z,y0), (2.5b)
Yo € Yo, (2.5¢)
$t(§t) :g(xt—l(gt—l)ayt(gt)vgt)a t=1,....T, (25d)
yt(gt) S Y;E(-rt—l(gt—l)ygt); t=1,...,T, (256)
ye(&) = v(wp—1(&-1), & T, @), t=1,...,T (2.5f)

The characteristics of this problem is rather different from (2.4); that problem is
large-scale but linear, whereas (2.5) is low-dimensional but non-linear.

In Paper IV we compare stochastic programming to parameterized policies,
both quantitatively and qualitatively. The main advantage of a stochastic linear
programming approach is its great flexibility (complex constraints may be handled
in a straightforward way), and the fact that we do not influence the solution with
prior assumptions of what characterizes a good solution. The major downside is the
computational price: the number of variables grows exponentially with the num-
ber of time-stages in the problem, forcing us to aggregate time-stages for problems
with a high number of stages. On the other hand, parameterized problems grow
only linearly in the number of time-stages, and produce problems of low dimen-
sion compared to stochastic linear programming. The downside of ALM-problems
based on parameterized policies is that they result in nonlinear and non-convex
problems which are hard to solve. In order to benefit from the advantages of both
methods, combine the two approaches into a hybrid method, by constructing a
parameterized policy where the policy function is based on the solution of a large
number of stochastic linear programming problems. In our test the hybrid policy
clearly outperforms a stochastic linear programming problem, showing us that the
aggregation of stages causes a bias which negatively affects the solution, and that
a part of this bias may be removed by using the hybrid policy.
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3 STOCHPLAM

The formulation of a mathematical program is greatly simplified by the use of
an algebraic modeling language (AML). Not many AMLs are however suited for
stochastic programming. When the work on this thesis was started, there existed
(to our knowledge) only two systems for managing stochastic programming mod-
els: SLP-IOR by Kall and Mayer [30], and STOCHGEN, created by Poiré [37] and
used by Consigli and Dempster [17]. In addition, there existed a system called
SETSTOCH created by Condevaux-Lanloy and Fragniere [16], designed to extract
the structure from a stochastic programming problem formulated in GAMS. Since
then, other implementations have been created, such as SPInE, described by Va-
lente, Mitra, Poojari and Kyriakis [44], and an extension to the AMPL modeling
language, made by Lopes [33]. All these systems, except SETSTOCH, works as
wrappers around an existing modeling language; the modeling language is used to
create one MPS-file (a standard file format for linear mathematical programs) for
each scenario (or node, for some systems) in a scenario tree. These files are then
processed to form a stochastic programming problem in SMPS format [3]. Imple-
menting a stochastic programming modeling system in this fashion is practical,
since no changes need to be made to the modeling language. However, there are
some disadvantages; as the AML is invoked for each scenario or node in the scenario
tree, non-random elements of the problem will be processed multiple times, which
is inefficient. Furthermore, what is communicated to the solver are realizations of
coefficients in the constraint matrix, dependent on the random parameters of the
problem, and not the random parameters themselves. Since the solver does not
have any information on how the random elements in the constraint matrix are
formed from the random parameters, it becomes harder to implement sampling
based solution schemes (such as EVPI-based sampling, Dempster and Thompson
[19]). (Either the solver has to have information on the joint distribution of the
matrix elements, making the implementation model-specific, or the AML has to be
invoked whenever sampling takes place.)

We have modified an existing open source mathematical programming language,
PLAM, implemented by Barth and Bockmayr [2], in order to be able to formulate
linear stochastic programming problems. The alterations make it possible to de-
clare some parameters as random, so that when the model is translated to a con-
straint matrix, the matrix elements will consist not of numbers, but of expressions
containing random parameters. Hence, what is exported from STOCHPLAM is a

12



normal stochastic linear programming formulation:

T
minimize Z c?mt,
t=0
subject to  Wyxo = ho,
t—1
> Avgar+ Wizy =hy, t=1,...,T,
k=0
>0, t=0,...,T,

where some matrix elements are given as expressions of random variables. These
expressions are fed to an evaluation routine inside the solver in order to formulate
the full stochastic linear programming problem. The random information is thereby
added to the problem inside the solver, not inside the modeling language as with
other languages, a difference which is illustrated in Figure 2. With our setup,
importance sampling is easier to implement and any redundant evaluation of non-
random elements is avoided. A disadvantage is naturally that the solver must
include the functionality to evaluate expressions, given the values of the random
parameters. This disadvantage is not great, as expression evaluation routines are
freely available. When using a wrapper around an existing AML, the already
existing expression evaluation functionality of the AML is used, making the solver
less complex.

Model and Scenario Model and
non—-random data non—random
data m data

Template problem

Scenario
Solver Solver data m

Figure 2: Comparison between STOCHPLAM and other SP modeling systems.

SMPS

Currently, the only solver supporting output from STOCHPLAM is BNBS (the
solver used in Paper II). However, as BNBS may be set to export SMPS files
without solving the problem, it is possible to use STOCHPLAM in conjunction
with other stochastic programming solvers as well, by using BNBS as a translation
layer.
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4 Future work

Apart from the ideas for future work mentioned in papers I-IV, we have more
general directions of future work, not directly related to the articles.

In the current implementation of the model, we use a stochastic linear pro-
gramming solver and a piecewise linear objective function. The reason behind this
choice was that we did not believe that there existed solvers for convex, linearly
constrained stochastic programming efficient enough to handle our problems. How-
ever, given progress in this area (see Steinbach [42] and Blomwall and Lindberg [8]),
it would be interesting to apply a recursive interior point method to our problem.

In the current model, the company is allowed to trade only in asset classes.
This has the disadvantage of requiring a large number of time-stages, as the risk—
yield tradeoff may only be altered by trade. Mulvey, Madsen and Morin [36] have
incorporated hybrid assets, such as investing in a trading strategy replicating a
contingent claim (for instance a index-linked security with a guarantee). We would
like to investigate this is a multi-stage stochastic programming setting, since this
allows changing the investment portfolio between time-stages. This might help us
mitigate the adverse effect of aggregating time-stages.

However, our main idea regarding future work regards parameterized policies.
When creating an ALM model, we have to differentiate between the strategic and
tactic levels of the model. At the strategic (that is, long-term) level, we determine
which fractions of the available funds should be allocated to asset-classes, such
as bonds and stock. At the tactic (that is, short-term) level we determine which
stocks and bonds to buy. In our partner company this is implemented by the
board making decisions on allocations into asset-classes, and for each asset-class,
an account-manager determines which assets to hold in order to beat his target
(generally an index given by the board).

In our model, we have relatively many asset classes compared to other models.
We may see this as us including a larger part of the problem at the strategic level,
compared to other models. In this framework, Paper III may be seen as an attempt
to move this line up towards the strategic level. We do this by having broader,
but fewer, asset-classes. However, how the assets are chosen is given by dual
information from the strategic system. We may liken this to giving the account
managers larger classes to manage, but instead of providing only an index as a
benchmark, additional credit is given for a portfolio which positively correlates to
the reserves. Mulvey [36] discusses this kind of framework. In his work, the strategic
level chooses how to distribute the available funds over both assets and hybrid
assets. The prices of different kinds of risk are obtained using dual information
from the strategic level.

We would like to take this idea one step further, and totally remove the asset
classes from the strategic level. We would do this in the framework of paper IV,
using policy functions. Right now the policy function specifies which assets to hold,
making this function unnecessarily high-dimensional (hence hard to optimize). We
would instead like to test a more complex policy function, having two layers. The
top layer will take the policy parameters and the state of the company as input

14



and give the price of risk for an appropriate risk-measure (for instance 10% C-
VaR), as well as the reward for letting yield on the asset-mix correlate with the
reserves. The lower level would find the asset mix by taking the price of risk and
optimize the risk-adjusted yield on the assets. In this lower level optimization, we
would consider transaction costs and legal restrictions on the company. Hence,
the upper level would only deal with which level of long-term risk to take, and
how to distribute this risk over time and the state of the company. We believe
that this would improve the policy-functions used in paper IV, as it would lower
the dimension of the policy function, as well as treat transaction costs in a better
fashion than the current no-trade region.
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A Obtaining a near-optimal dual solution from nested
benders decomposition

In Paper I and IIT of this thesis we determine search-directions for a gradient-
descent method using dual information from a linear stochastic programming prob-
lem. Hence we need a near-optimal dual solution to a multi-stage linear stochastic
programming problem.

Consider the stochastic programming problem to

minimize ¢’z + Zpkd;fyk, (A1)
k=1
subject to Az = b, (A.2)
Thx +Wiyr =hg, kE=1,...,n, (A.3)
x>0, (A.4)
This problem has n scenarios each occurring with probability py,k =1,...,n.

The decision which has to be made before the random information is revealed, is
denoted by x, and the corrective action by y.
The dual formulation of this problem is to

n
maximize plb+ Z i b,
k=1
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subject to pT A+ Z YT, < T, (A.6)
k=1
Yo Wi < prdy -

The multi-cut version of the L-shaped algorithm works as follows (see Birge and
Louveaux [6]):

Step0 Set q=0,S=0and Vy, =0for k=1,...,n.

Step 1

Step 2

Step 3

Set g := ¢ + 1 and solve the master problem to

minimize c¢'x + Zpk(?k, (A.7a)
k=1
subject to Az = b, (A.7b)
(WZ)TTkx—I—ek > (ﬂz)Thk, k=1,...,n,
v=1,..., Vg, (A.7c)
(ns)TTk(S)l‘ > (ns)Thk(S), s=1...5, (A.7d)
x> 0. (A.7e)

obtaining an optimal solution z?. Here, (A.7c) are the optimality cuts, and
(A.7d) are the feasibility-cuts, with k(s) being the subproblem which did
not have a feasible solution, resulting in the generation of feasibility-cut s.
Information on how these cuts are generated is given in Step 2 and 3.

If Vi = 0 then the corresponding value of 0y is fixed to 0 during the solution.
If ¢ > 1 and 27 = 297!, then terminate with the optimal solution.

For k =1,...,n solve the subproblem to
minimize Q(z?) = dff yr,
subject to Wyyr = hy — Trad, (AS)
yr = 0.

If this problem has no feasible solution for some k, then go to Step 3, otherwise
take the dual solution 7w and set Vj = Vi + l,ﬂ,‘c/k = w. This yields a
supporting hyper-plane to the graph of Qy: Qx(z) > (m/*)T (hx — Tix), for
all z, with equality holding for 9. When all subproblems are solved, with no
subproblem being infeasible, go to Step 1.

If the subproblem above is infeasible for some k, then solve
minimize Zw:r +w; ,
subject to  Wyyr + Iw™ — Tw™ = hy, — Thx4,
Yk, ’LU+, wo > 0.
This, in effect, minimizes the L; norm of the distance to the feasible set. The
dual solution, 7, yields a hyper-plane cutting off the vector 7 as it does not
fulfill T Ty, > nThy. (In fact, all values of z making the subproblem (A.8)

feasible must fulfill this inequality.) Now, set S := S + 1,s(S) = k,n° =1
and go to Step 1.
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At the terminal iteration of the nested Benders algorithm, the master problem
has the form of equation (A.7). This problem has the corresponding dual problem
to

n Vi S
maximize b+ Y > (AS(m)The) + Yl (07) T higs),
=1lv=1 s=1
subject to pTA + Z Z(/\fw}c’Tk) + Z(HS)TTk(s) <cg, (A.9)
Vi k=1v=1 s=1
S Ne=pr, k=1,...n,
=1

v
A>0.
Now, for some z, 7} is an optimal dual solution to
minimize d} yy,
subject to Wyyr = hy — Ty, (A.l(])
y>0, k=1,...,n.

For some (other) x, 1} is an optimal dual solution to

minimize g vt 4o,

subject to Wy(oyyx + vt — Tv™ = hysy — Tis) @, (A.11)
y,UJr, v- > 0.
We put
Vi
Yo=Y A Y D i (0°): (A.12)
v=1 s:k(s)=k

As we know that 7} and p° fulfill

WEWkS dz,
(nS)TWk(s) <0,

since they are feasible dual solutions to (A.10) and (A.11), we get that
Vi
Wi = | DM@+ D m(n)" | Wi < prdy,
v=1 s:k(s)=k
as equation (A.9) gives that
Vi
> -
v=1

By substitution, we have that (p, A, n) fulfills the constraints of (A.9), and hence
(p,~y) fulfills (A.6). As we have now found a feasible dual solution with an objective
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value equal to the primal objective value, we know that this dual solution is optimal.
This result is useful from two perspectives. Firstly, the dual variables of the first
stage are a part of an optimal dual solution to the whole problem, and secondly, in
the absence of feasibility cuts, and with only one optimality cut active for a certain
subproblem, the dual variables of this subproblem are also a part of a dual solution
to the whole problem. This is true since in this case we have that

. \k
Yk = )"Uﬂﬂkj

in equation (A.12), with & being the active cut. As any multi-stage problem may be
viewed as a two-stage problem, where all stages except the first one are considered
to be the second stage, we see that the property of being a partial valid solution
extends recursively to all single-cut children of only single-cut nodes.

If the number of active cuts is low, we hence get a dual solution, of which a
large subset is a part of a valid dual solution.

These conditions may seem restrictive, but for the highly constrained problems
solved in Paper I, almost always only one of the subproblems of a given node will
have more than one active cut. Furthermore, as the dual variables of the master
problem are always a part of a correct dual solution, aggregating stages to make
the master problem larger will increase the subset of the total dual solution which
is correct.

The reason that we may not use equation (A.12) to obtain the exact dual
solution is that the implementation does not store the dual values 7} and 7;. If
these values were saved for each cut, obtaining the full dual would be possible.
If we do not have the space available to store the dual solution corresponding to
each cut, we may still obtain a full dual. We do this by solving the problem to
optimality, after which the constraints (A.7c) are relaxed for all k& that have more
than one active cut, and the constraints (A.7d) are relaxed for all active cuts. The
cuts are relaxed by reducing the right-hand sides enough to trigger a regeneration
of the cut. After this, the problem is resolved while retaining the dual information.
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An asset liability management system for a
Swedish life insurance company
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412 96 Goteborg, Sweden
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Abstract

When managing assets used for life insurance, an investor must make a trade-
off between the long-term goal of high return over the customers’ lifetime, and
the short-term goal of fulfilling government regulations. In order to facilitate
making this trade-off we have developed an asset liability management model
for the Swedish set of laws and regulations. The most significant difference
between our model and other models from the literature is that in the Swedish
case a company’s actions will not only influence the asset allocation, but
also the reserve requirements. As the problem is dynamic in nature, we
employ multi-stage stochastic programming to optimize the asset allocation.
In order to determine the usefulness of the system developed, we perform
tests using rolling horizon simulations, where the stochastic programming
approach is compared to a fix-mix benchmark. We further test different
shapes of the scenario tree. The results from these tests suggest that the
practice of aggregating stages in an ALM model in order to tackle problems
with many stages will give the solution a significant bias.

Keywords: Stochastic programming; asset liability management; Optimiza-
tion; Finance; Life insurance

1 Introduction

The basic retirement benefit system in Sweden is tax-funded. Each employer pays
a fraction of the salary of their employees to the government retirement funds,
which provide benefits for the retired work force. Private insurance offered by life
insurance companies exists as a complement to the public system. On the Swedish
market there exist different kinds of private pension insurances, but the only one
treated in this paper is the traditional type, where the company carries the main
part of the investment risk. Under such a traditional plan, the customer pays an
amount each month, and upon retirement he/she receives a monthly sum depending



on the total amount paid and the success of the company’s investments. However,
there is a lowest level of return that the company must pay to the customer; hence
a traditional pension insurance policy may be viewed as a defined contribution plan
with an element of a targeted money purchase plan.

In most applications of financial asset management the investor tries to choose
investments giving good returns while minimizing the risk, where risk is measured
as the variance or downside moments of investment returns. For an insurance
company, such risk measures ignore the purpose of the investments, which is to be
able to honor the company’s liabilities. Hence, a more appropriate risk measure for
an insurance company is the expected deficit, measuring the risk that the company
does not own enough assets to cover the customers’ claims when they occur. Asset
liability management (ALM) deals with the unified administration of assets and
liabilities, and may provide a strategy more suitable for a life insurance company
than the separate management of assets and liabilities.

In this paper we develop an asset liability management system for a Swedish life
insurance company. The system consists of a mathematical model of the company’s
assets and liabilities, a mathematical model of the surrounding economy and a
stochastic programming solver capable of solving large instances of the model. In
Section 2 we give an overview of stochastic models for ALM, with a focus on models
used for retirement benefits. In Section 3 we provide an overview of the model of
the company and the surrounding economy. Finally, we present tests of the model
in Section 4, and conclusions are drawn from these tests in Section 5.

2 Overview of stochastic programming models for
asset liability management

Ever since Dantzig [11] first considered extensions of ordinary mathematical pro-
gramming problems to accommodate stochasticity in the data, a number of re-
searchers have used stochastic programming to address problems for which deci-
sions have to be made from incomplete information. In most of these models, the
underlying stochasticity has a continuous distribution. As continuous distributions
are hard to handle computationally, the distributions are discretized in order to
obtain a finite number of possible outcomes. If this discretization is to accurately
mimic the underlying continuous distribution, a large number of discretization
points are needed. Hence the resulting problems tend to be large and require sig-
nificant computational resources to find optimal solutions. This is especially true
for multi-period problems, for which decisions and observations are interspersed;
the size of such problems grows exponentially with the number of stages. This
computational burden made applications of stochastic programming few and far in
between until computing power became more ubiquitous and affordable.

As risk and the stochasticity underlying risk is most central to the financial
industry a large number of stochastic programming models have been developed
for financial applications. Bradley and Crane [2] developed a model for managing
bond portfolios as well as a decomposition solver for the (at the time) large resulting



stochastic linear programs. Kallberg, White, and Ziemba [21] created a two-stage
model to manage short-term cash flows; the model was later extended to several
time periods by Kusy and Ziemba [23]. Other uses of stochastic programming for
financial problems include [6, 5, 7], where the authors use stochastic programming
to improve the asset liability management of a Japanese insurance company, as
well as a number of models dealing with ALM for pension funds and life insurance
companies, described further below.

2.1 Swedish life insurance rules

The problem faced by a life insurance company is to optimally manage its assets
while at all times complying with the current laws and regulations. Hence, a short
description of these laws is needed in order to formulate the company’s problem
mathematically.

2.1.1 Rates of return

Under Swedish law there is a lowest rate of return that the holder of a life insurance
policy must receive on his/her savings. This guaranteed rate of return is set by
the regulating authorities; its level is however influenced by the long-term market
interest rates. In addition to this lowest rate of return, excess funds are distributed
among the customers using a bonus rate of return, which is set by the company.
Hence, each contract may be viewed as an ordinary bank account accruing interest
given by the bonus rate. This means that the company itself influences its future
reserve requirements by setting their bonus rate. Since there is an element of
guaranteed return, a Swedish life insurance policy may be viewed as a target money
purchase plan. The policy is however not entirely consistent with such a plan, as
the guaranteed rate of return may change during the plan’s lifetime.

2.1.2 Reserves

In order to guarantee the solvency of a life insurance company, laws require that a
life insurance company owns assets in excess of two reserve levels. The retrospective
reserve is computed as the sum of all payments made to the company, increased
with the bonus rate of return accrued so far. If a customer of age x makes a one-
time deposit of Dy at time 0, the retrospective reserve V for this deposit at time ¢
will be given by

V(t) = Do(1 — plexp (/Ot 5+ (ap(z +7) — B) dr) , (2.1)

where ¢ is the bonus rate intensity, u(z) is the death intensity of a customer (the
probability that a customer will die in a short interval ¢ to ¢ + At is given by
wu(x)At), p is a deposit fee and « and (§ are security factors. When the reserves
are calculated, an insurance policy is viewed as a collection of one-time payments,
and the reserve requirement for the company is found by summing the reserve
contributions from all payments to the company by their customers.



The prospective reserve is given by the present value of the lowest allowed future
payments given by the guaranteed rate of return. In order to illustrate this reserve,
we assume that we have a customer of age x who has a policy giving a guaranteed
continuous stream of 1 SEK per year. The stream will be paid out m years from
now and and continue for r years, given that the customer is still alive. The present
value of this stream will be

K(x,m,r) = / e_gTP(TI > 7)dT,

m

where § is the interest rate intensity of the guaranteed rate of return offered to the
customer, and P(T, > 7) is the probability that the remaining lifespan of a person
of age «x is larger that 7. If our customer now makes a one-time deposit of Dy,
this will buy her a guaranteed continuous stream of ¢ SEK per year, with ¢ being
defined by

Dy
(14 p)K(z,m,7)’

although once she reaches her retirement age, the actual payment stream received
may be higher, as given by the bonus rate above. Here, again, p is a deposit fee.
The prospective reserve for this one time deposit will be

g:=

S =gK(x,M,r),

but now the present value K has to be computed using the lowest allowed guar-
anteed rate of return. The lowest allowed guaranteed rate of return is set by the
regulating authority Finansinspektionen (Swedish for the Finance Inspection), and
it is affected by the long-term market rates. The promise made to the customer,
g, is fixed and independent of the rate used to compute it, which means that if
the guaranteed rate of return is changed, the present value of a future payment
stream, K (z,m,r) will change, and so will the prospective reserve. Hence there
is a coupling between the asset prices and the liabilities via the long-term market
rates.

2.1.3 Reserve requirements

The consolidation of the company is defined as the sum of the value of all assets
divided by the retrospective reserve (defined above). The regulating authorities
require that a life insurance company keeps its consolidation between 100% and
120%. These limits are not strictly enforced: consolidation levels below 100%
are accepted for shorter periods of time. However, if this requirement is violated
during long periods of time, or by a significant amount, authorities may require the
company to retroactively lower the bonus rate of return. Retroactively reducing
the bonus is perfectly legal, but very undesirable from a public relations point of
view.

In addition to covering the retrospective reserve, the company is required to
own assets in excess of the prospective reserve. Furthermore, just covering this



reserve is not enough; there are limits on which type of assets may be used to cover
the reserve. For example, a company may cover at most 25% of the reserve using
equity. (This does not limit the amount that a company may invest in equity,
as long as the company owns at least 756% of the value of the prospective reserve
in other assets.) As the prospective reserve deals with guaranteed benefits, the
requirements related to this reserve are enforced in a more stringent way than the
requirements related to the retrospective reserve: breaking these rules may result
in the liquidation of the company.

2.2 Comparison to models under foreign rules

In order to highlight the differences and similarities between the model presented in
this paper and other models used for ALM, a short overview of rules and regulations
of other countries is given next.

2.2.1 Dutch conditions

The Netherlands has a pension system based largely on funded assets. As a conse-
quence, large assets are held by Dutch pension funds (an estimated 25% of all the
pension assets in the EU, according to Boender [1]) and the massive funds held by
Dutch funds have inspired much research into ALM solutions under the Dutch set
of rules.

Dert [13, 14] has developed an asset liability model for a Dutch pension fund,
with chance constraints regulating the probability of under-funding. The problem
addressed is that of managing assets for a fund set up by a group of companies
(the sponsors of the fund) in order to provide retirement benefits for the sponsoring
companies’ employees. The benefits are dependent on the employees’ final and
average salary, and the job of the manager of the fund is to keep the fund sufficiently
solvent while keeping the contributions low and predictable. In order to do so the
objective is to minimize the expected present value of the contributions required to
keep the fund sufficiently solvent, with an added penalty for remedial contributions.
The resulting model is a mixed integer linear problem, which is solved via a heuristic
method. Dert models the economy via a VAR, (Vector Auto Regressive) model, and
the status of the beneficiaries of the fund is modeled by Markov chains.

In [17], Kouwenberg and Gondzio use the same framework, but replace the prob-
ability constraints by penalties for under-funding, and impose restrictions on the
yearly variations of payments made to the fund. Again, the objective is to minimize
the present value of the contributions, while penalizing remedial contributions.

The same framework is used once again by Kouwenberg [22], where different
scenario generation models are examined. The model is identical to the one de-
scribed by Gondzio and Kouwenberg [17] with the exception of applying a quadratic
penalty on the remedial contributions.

The most notable difference compared to the Swedish case is the fact that the
Dutch funds administer a defined benefits scheme (that is, participants receive a
pension based on their final salary, and the contributions vary in order to achieve



this), while the problem we address is mainly a defined contribution scheme (the
contributions are defined by the customer, and the customer gets a pension depen-
dent on the fund’s development).

2.2.2 The Norwegian problem

Hgyland and Wallace [20, 19] have treated the asset liability problem of a life in-
surance company in Norway. It is similar to the Swedish case: individuals save
up for their own retirements, as opposed to the Dutch case, where the funding is
provided by the employer. The case considered is hence a defined contributions
scheme. The major difference from the Swedish setting is that all reserve require-
ments are considered to be exogenous variables (that is, they are not affected by
the company’s actions). Norway has a requirement of a lowest guaranteed rate of
return on the assets, similar to the Swedish case. These rules do however differ
from the Swedish ones as the guaranteed rate of return has to be given annually
in Norway, as opposed to over the lifetime of the contract in Sweden. Requiring
annual yields is a very limiting constraint, severely reducing the possible invest-
ments. Furthermore, Norwegian life insurance customers has the right to move
their contract to a competing firm by paying a nominal fee (i.e. the contract con-
tains a surrender option), a right the Swedish customers lack. Taking these rules
into account, Hgyland models the problem by constructing a multi-stage stochastic
linear programming model, with a piecewise linear convex objective function.

2.2.3 Other nationalities

Asset liability management problems for pension management have been addressed
by a number of other researchers. Pflug et al. [25, 27, 26] consider the problem
in an Austrian setting. The model is a multi-stage linearly constrained problem,
with different objective functions in different versions. It is solved using interior
point methods, taking advantage of the special structure of the constraint matrix
for efficient factorization.

A similar problem for a British fund is addressed by Dempster and Consigli [8],
who formulated the general purpose CALM model. This model differs from the
other models described mainly by making it possible to add capital gains taxes,
which requires the model to keep track of not only how much of each asset is
owned, but also when it was purchased. Another difference is the absence of reserve
requirements; liabilities need only be covered when they occur. The model is a
multi-stage stochastic linear programming model, although versions with quadratic
penalties exist.

An alternative to using multi-stage stochastic programming is explored by Bren-
nan and Schwartz [3], who treat investment for index-linked policies with guaran-
tees, a situation slightly similar to ours. In their framework, the payments made
to the customers may be modeled as a combination of a guaranteed amount and
a call-option on the index, with the guaranteed amount as the strike-price. under
this framework, investment strategies are found by replicating the option. How-



ever, this framework is not very appropriate for our problem, as the company in
our case influences the amount payed to a large degree, by setting the bonus rate
of return.

3 The ALM model

In this section we describe the mathematical model of the company and the sur-
rounding economy. In order not to explicitly denote all dependencies of random
information, parameters and variables which vary between scenarios will be indi-
cated with a boldface font.

3.1 Modeling of exogenous variables

We have modeled seven asset classes for the company to invest in, chosen based
on our partner company’s current asset classification. These assets are Swedish
and foreign bonds, Swedish and foreign stock, Swedish treasury bills, Swedish real
interest rate bonds, and Swedish real estate.

Interest rates and bond prices In our model of a Swedish life insurance com-
pany, the interest rates influence both the yield on bonds and the reserve require-
ments (see Section 2.1.1). This means that the interest rates have a high impact on
which decision is optimal. Hence, bond prices and interest rates must be modeled
in a consistent way. This is done by employing a version of the Brennan—Schwarts
interest rate model [4]. This model has two state variables: the instantaneous in-
terest rate and the rate of return on a console bond (a bond which never matures).
These rates of returns are simulated by time-stepping a stochastic differential equa-
tion, and the price of any zero-coupon bond may be obtained by numerically solving
the bond pricing equation (see Appendix B for details). This procedure is used to
obtain prices of treasury-bills and bonds consistent with the interest rates.

A two-factor model is chosen since preliminary studies indicated that the one-
factor models tested (the Vasicek model [9] and the Cox-Ingersoll-Ross model [10])
yielded too high correlations between long and short interest rates. As console
bonds are not traded on the Swedish market, we have used the interest rate of the
longest government bond on the Swedish market when fitting the model to market
data. The parameter values obtained are given in Table 6 in Appendix A.

Other asset prices Inspired by the capital asset pricing method, we assume
that the expected yield on assets other than Swedish bonds and treasury-bills are
given by the risk-free rate of return to which a risk premium is added. The only
exception is long-term foreign bonds where the expected yield is taken as the same
as the expected yield on Swedish bonds, in effect assuming that the real long-term
interest rate in and outside of Sweden are comparable. We generate the returns
for these assets conditionally on the returns given on Swedish bonds and Swedish
treasury bills, in order to get the desired correlation between the different asset



classes. The parameters used for scenario generation in this study are given in
Tables 7 and 8 in Appendix B.

The parameter values used in the simulation are a mixture of historical data
and reasonable guesses, as the parameters used should not reflect the past, but
the company managers’ expectations about the future. Hence, historical data is
used only to estimate correlations. In this article we only compare differences
in performance between different configurations of the model itself. If the model
is to be used commercially, or if a comparison is to be made versus our partner
company’s historical behavior, a better estimation of these parameters is needed.
Especially, the values concerning Swedish real interest bonds and Swedish real
estate are given by estimates from people within our partner company, and not
based on real-world data. This is currently not a serious problem, since company
policies prohibit trade in these assets, and hence trade in these assets is prohibited
also in our model. The reason why these assets are not entirely excluded from the
model is that these assets may still be used to cover the reserves, hence influencing
which other asset allocations we may be interested in making.

Customers and liabilities As mentioned before in Section 2.1.3, the company
needs to consider two reserves, one influenced by the bonus rate of return, and one
entirely exogenous. A complication is that the retrospective reserve is not a linear
function of the bonus rate, as may be seen from equation (2.1).

In order to be able to retain a linear ALM model, the calculation of the ret-
rospective reserve needs to be slightly simplified. We do this by linearizing the
retrospective reserve around an assumed value of the bonus rate. We believe that
linearizing the reserve computations in this way will not greatly impact the solu-
tion, as the nonlinearity of the reserve is rather weak. As an example, we use one
value of the bonus rate for the first 6 months, and another value for the next 18
months. In this case, the maximum difference between the linear approximation
and the true reserve value will be less than 0.3% when the bonus rates are kept
between 3% and 15%. (In previous trials, we have determined the reserves in an
iterative fashion, by solving the ALM-problem in order to obtain the bonus rate
of return for each node in the scenario tree, which have been used to update the
expansion, after which the problem was resolved. The solutions obtained in this
fashion did not significantly deviate from the solutions obtained without iterating.)

The prospective reserve is only influenced by the regulating authorities, and
may be computed in a straightforward way. It is still dependent on the state of the
economy, as the size of this reserve is determined by the guaranteed rate of return,
which is influenced by the long-term interest rates.

For this study, we have used real-world data of the current stock of customers,
augmented with our partner company’s assumptions on the future inflow of cus-
tomers. The customers have been aggregated according to year of birth, and the
number of customers is assumed to be so large that the fraction of customers dying
each year is exactly given by the mortality model.

A further assumption needed to make the model linear is that the customers do
not react to the actions of the company, although the savings level of the customers



may be related to other exogenous economic variables. It would be possible to treat
the effects of customer behavior by linearizing how the consumer collective reacts
to a change in the bonus rate of return, but as we have no data on the customers’
reaction to a change in bonus rate, no such effort has been made.

Implementation of the economy model One of the goals when implementing
the model of the economy was to make it easy to change or replace it if it was
found to be insufficient, for instance by replacing the Brownian motions driving
the model by a database of historical samples. In order to make this possible, the
stochastic model is implemented in a black-box fashion as a pair of subroutines.
The first of these routines take the two interest rates and a time length as input
and return a pair of antithetic sample-paths of the desired time length, where the
starting state is given by the two interest rates. The second routine returns the
first four moments and the covariances of how the random variables develop over
the given time length. If these moments are not explicitly available, they are found
by simulation, by using a large number of samples from the first routine.

Antithetic samples are used as we wish to lower the errors in the sample means.
As described earlier, the scenarios are generated using a stochastic differential
equation, driven by an uncorrelated multivariate Brownian motion X. If we have
a sample-path 2 of this Brownian motion, used to generate a sample-path y(x) of
the economic variables, an equally probable outcome of X is —z. We may use this
sample to generate another sample-path y(—z) from the distribution of economic
variables. As y(x) and y(—=x) are negatively correlated the sample mean gets a
lower variance. The effects of using sample means for scenario tree generation have
been investigated by Higle [18], who report that the method provided significantly
better solution stability than ordinary random sampling.

3.2 Constraints

The model of the company is implemented as a multi-stage stochastic linear pro-
gramming problem, having the following constraints:

Time linking constraints The development of the assets held are given by the
time linking constraints, the assets owned in the first stage are given by what is
held initially, corrected according to the first buy and sell decision:

o) =y, —y’, +7;, i€l (3.1)

Here, the different asset classes into which we may invest are given by I, and the
assets held at time 0, {, are given as the initial assets Z; to which we add what is
bought, y%,, and deduct what is sold, y° ;. In the same fashion, the asset inventory
at later stages are given by

=y, —y, + A+l ielteT\{0}, (32)

where the price development of asset class i since the last trading time is given by
¢
;-



In order to simplify the constraints regarding the reserves, we also introduce a
variable giving the total value of what the company owns

xl, = me, teT. (3.3)

el

Cash balance Naturally, the sum of all transactions in a period must add up to
0, which is guaranteed by the cash balance constraint:

Pin - Pout - etmiot
+Y (W= -y 4+ 7)) + Y plai =0, teT. (3.4)

el el

Here, the payments to the customers, Py, the payments from customers, Pj,,
the tax payments and the net of the transactions and direct income (given by
p!) must add up to 0. The taxes paid by a life insurance company in Sweden is
proportional to the assets owned and a benchmark interest rate, the state borrowing
rate (a weighted average of long-term government bonds). According to Swedish
rules, each year the company pays 15% of what they would have earned as capital
gains, had their assets been invested at the state borrowing rate. This is modeled
by the factor 8°, which is defined as the length of the period leading up to time ¢
times 0.15 times the average state borrowing rate during this period. Furthermore,
transaction costs for asset i are given by +;, and transaction costs are assumed to
be proportional to the amount bought or sold. Furthermore, the direct yield of
asset ¢ during the period leading up to time ¢ is given by p!.

Bonus rate The bonus rate given to the customers is the primary way in which
the different life insurance companies compete. Hence the company whish to hold
this rate high, and preferably even over time. Right now we do not enforce the
requirement that the rate should be even, but only try to avoid low rates of bonus
return. As having a life insurance policy should be an attractive alternative com-
pared to using a high interest account, we define offsets from the long-term interest
rate as Aryef,q,a € A, and add penalties for having bonus rates below these levels:

4zl > Tl Arrera, t€T,a€ A (3.5)

Prospective reserve requirements The rules for a life insurance company
specify that it must at all times be able to cover the prospective reserve using the
correct types of assets, as described in Section 2.1.3. There is a limit to how much
of the reserve may be covered using assets of a specified type. For instance, a
maximum of 25% of the reserve may be covered using stock. In order to capture
these requirements, we introduce variables ﬁcf stating how much of each asset class
is used to cover the prospective reserve, (naturally we have ! < x!). Right now
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only constraints on two sets of asset classes are relevant for the model, but we
formulate these requirements more generally should the company decide to expand
the model later on (for instance by including corporate bonds). Here K represents
the set of rules. For each rule & there is a set I of assets affected by this rule, and
a maximum fraction of the reserve, cx, which may be covered by these assets. We
hence get the upper bound on assets used to cover the reserve as

d & <SS, teTkeK' (3.6)

i€ly

where S' is the value of the prospective reserve at time t.

Failure to cover the reserve using the correct assets is a grave violation of the
regulations, and will lead to the liquidation of the company. As liquidation is an
alternative, although not a pleasant one, we do not strictly enforce this rule. We
do instead add a steep penalty for failing to cover the reserve using the correct
assets, a penalty given proportionally to the violation z;:

dal+zh =S, tel (3.7)

el

As failing to cover the prospective reserve is a grave violation of the rules,
almost failing to cover the prospective reserve is undesirable. We hence add a set
of increasing penalties for almost failing to cover the reserve. In order to enforce
avoiding violating this reserve requirements, we introduce a set of security levels
fq:q € Q, where f, ranges from 1.15 down to 0.9. We add levels below 1 even
though the company goes bankrupt if the condition is violated, as the company
may ask for extra contributions from the owners in order to avoid bankruptcy, and
these contributions should be held small. The degree to which the security levels
are violated are given by zf], defined by

@, +zh > foS', teT,qeq. (3.8)

Note that this expression uses the total assets !, ,, not the sum of &!. If the
assets &} were used in the expression (3.8) this would force us to cover 115% of the
reserve using the correct asset classes, something which is not required by law.

Retrospective reserve requirements The retrospective reserve is defined in
order to guarantee that the company is on track to live up to the bonus rate
promises given to the customers, as described in Section 2.1.3. We model failing to
cover the retrospective reserve in the same fashion as the prospective reserve, using
progressively steeper penalties. Hence we define a set of lower limits, Kmin,m, m €
M for a set M of penalties, and define the violation as previously by:

&y + Zm > Kminm V', teT,me M. (3.9)
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In addition to preventing a too low consolidation, the regulating authorities
wish a company to keep the consolidation under 120%, although this is not strictly
enforced. (The idea is that gains made should be distributed to the policy-holders,
and not retained in the company.) Hence we add a small penalty for having a too
high consolidation as

miot — 2z < Hmaxvtv tefl. (310)

Trading restrictions Our partner company has a policy of not actively trading
real interest bonds and real estate. As for other assets, the company is small
enough not to affect the market, and hence no trading restrictions are needed for
other assets. However, for model generality, we still add upper bounds u; for the
trade of all assets, and set maximum trade high for all assets but real estate and
real interest bonds.

Yy <w, i€l teT, (3.11)
y' . <wu;, i€l teT. (3.12)

As the rules for life insurance companies does not allow short selling, we add lower
limits for all assets.

x>0, ielteT. (3.13)

Expansions The value of the retrospective reserve, and the sum paid to the
customers, are affected by past values of the bonus rate of return. As mentioned
previously, we linearize the reserve and the payments, giving us the following ex-
pressions:

t—1 avt
vi=v' T_FT), teT 3.14
+;Oa7_ﬁ(r #7), teT, (3.14)
t—1 =1
— OP
Péut:PZut+Zﬁ(rT7’FT)a teT (315)
7=0

In this expression, V' is the value the retrospective reserve would have if the
bonus rates at previous periods had been 77,7 < ¢. In the same fashion, me is
the payments to the customers computed using the assumed values of the bonus
rate of return.

3.3 Objective of the optimization

According to a recently abolished law, all Swedish life insurance companies had to
be mutual companies, dividing all their profits among the customers. As our part-
ner company does not plan to change their status from being a mutual company,
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we may assume that this restriction still applies. Since the company is mutual, a
reasonable view is that the customers own all the money inside the company. Hence
it is appropriate to maximize the expected value of the assets held by the company,
as it is the customers’ money. To the value of the company, benefit payments made
to the customers must be added. In order not to skew the results and favor high
inflation scenarios over low inflation scenarios, all results are discounted using the
rate of inflation. In addition to maximizing the present value of the participants’
money, the management of the company must take into account the rules and reg-
ulations imposed by the authorities. This is captured in the model by penalizing
the deviations from certain goals, as described above.

As expressed above, there are rules that the assets owned must cover two reserve
levels, with increasing penalties for increasing violations. Hence the objective will
be a concave function of the total assets owned, making the company act in a
risk-adverse fashion.

Thus we get the objective function, shown in equation (3.16), as the expected
present value of all payments made to the customers, plus the expected terminal
value of the company’s assets reduced with penalties for violating different rules
and regulations. The objective of the optimization is to maximize

w(z,z,r) =Ed zL, + Z d'P! ., + Z ltdt(fspz; - Z sazfl‘_/tf
teT teT acA

SkZk = ) SmZm — Y SqZq)]- (3.16)

meM qeQ

In this expression, the parameter I* gives the length of the period following time ¢,
which is used to scale the penalties. Penalties for the constraint violations defined
in equations (3.5)—(3.10) above are given by s,, Sq, Sk, Sm, Sq- Now the optimization
problem may be stated as the maximization of (3.16) under the constraints (3.1)—
(3.15).

4 Numerical tests

4.1 Rolling horizon simulations

Naturally, we wish to determine if our proposed model gives useful advice on how
to run a life insurance company. As observing objective values does not give any
information on how good a solution process is when used iteratively, we use rolling
horizon simulations similar to Kouwenberg [22], Fleten, Hgyland and Wallace [15],
and Golub et al. [16], to test the performance of the method. The major difference
between our tests and the ones performed in the cited articles is that they all treat
tests performed where the number of stages in the test scenarios and the scenario
trees are the same. (Kouwenberg uses a five period (six stage) tree whereas Fleten
et al. use a three period tree). We use test scenarios with ten periods, forcing
us to aggregate time-stages in the ALM model. This makes it possible for us to
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test if there is any performance difference between trees with few stages and many
branches per stage, and trees with many stages but few branches at each stage.

Rolling horizon simulations work by applying the decision given by the opti-
mization routine to our model of the company, letting some simulated time pass,
an apply optimization again to obtain a new decision. The process is repeated and
thus simulates how well the company actually fares when it is governed by the op-
timization model. These simulations are carried out as follows: First we generate
a set of sample-paths which will be used for the evaluation, with all these sample-
paths originating in a common state of the world. In order to run a scenario of
length T, where the solution is evaluated each n time-steps, we apply the following
procedure to each path.

0: Set t = 0 and go to step 2.

1: Use the sample-path and the state of the company just after the decision at
time ¢ —n to generate the state of the company just before a decision is made
at time ¢.

2: Use the state of the world of the current sample-path at time ¢ to generate a
scenario tree. Note that this tree is independent of the future realization of
the sample-path, and hence that information does not leak into the scenario
generation procedure.

3: Optimize over the tree, generating a decision for the company at time t. Use
this decision to determine the state of the company after the decision is made
at time ¢. Store information about the state of the company just after the
decision.

4: if t <T,set t =t+n and go to 1.

5: Use the stored states of the company to determine total penalties and the
terminal value of the company, which are used to evaluate the success of a
method on a particular scenario.

This procedure is repeated for each strategy tested, and the results are compared
on a scenario to scenario basis. An illustration of the testing procedure is given in
Figure 1.

The success of the method for a specific scenario is measured by taking the ter-
minal value of the assets held by the company, to which we add all payments made
to the customers, and subtract the penalties incurred. All values are discounted
using the rate of inflation. Comparing the performance of two methods for one
scenario will give us one sample of a random variable defined as the difference be-
tween using the two methods on a random scenario. As each scenario will give us
one sample, we may use these samples to test whether the average value of the
difference significantly differs from 0.
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Scenario Scenario Scenario
generation generation generation
Initiall | Solver > Company) _| Solver  --= Company| || Solver
state state state
Merit |_ | Penalties, | | Dis- | Penalties, | | Dis- | Penalties,
function| | payments counting payments counting payments
and assets

Figure 1: Testing system.

4.2 Scenario tree generation

In this work we employ two techniques for generating scenario trees: fitting and
random sampling. When random sampling is used, the tree is generated recursively
by sampling possible outcomes for the children of a node, using the model of the
economy. In order to improve the sampling procedure, we use antithetic sampling
and translate the samples obtained so that they will have the same expected mean
as the sampled distribution.

When we do fitting the tree is again generated recursively, but by simultaneously
optimizing the values of interest rates, asset prices and probabilities of the children
of a specified node, in order to match the statistical properties of the underlying
distribution. The variables fitted are the long and short interest rate, as well as asset
prices for all assets except Swedish bonds and treasury-bills. Prices for Swedish long
and short bonds are later given by the values of the interest rates. When using
an optimized scenario tree generation, we fit the mean, variance, skewness and
kurtosis of each variable, as well as the covariances between the different variables.

4.3 Optimization of fix-mix strategies

The current method used by our partner company to determine their operating
strategy is hard to describe in mathematical terms. The board meets with even
intervals to determine which asset mix the company should hold, and how high the
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bonus rate should be. The asset mix is given as a lower and upper bound on the
fraction of the total wealth invested in different asset classes. When deciding on
which asset mix to choose one naturally considers the consequences of keeping this
asset mix for an extended period of time. Hence an approximation of this strategy
is to choose the fixed mix of assets which will give the best yield over the period
in question.

4.3.1 Fix-mix evaluation

In order to evaluate the effects of keeping one fixed asset mix, we add constraints
to the model described in Section 3 and solve it. These constraints are

QT pded = L, iel, i=1,...,T (4.1)
where we use the following notation.

zl . 4eq total assets owned at time ¢, except assets invested in real estate and real
interest bonds,

I Set of all assets except real interest bonds, real estate and Swedish bonds,

o fix-mix fraction of asset i, o; > 0, ;c;o; < 1.

No prescribed fraction is set for Swedish bonds in order to avoid linearly dependent
constraints. With this setup, Swedish bonds will absorb the remainder of the funds
invested, whenever ) . _;a; < 1.

This extended model is solved using the same procedure as the ordinary ALM
model. Naturally, there are more efficient methods to evaluate a fixed mix. Our
method however has the advantage of using the same method to determine the
bonus rate of return in both models.

The fix-mix asset fractions are optimized using a gradient descent algorithm.
Gradients with respect to asset fractions are obtained from the dual variables cor-
responding to the constrains (4.1), in the manner described in Dantzig and Thapa
[12] on page 196. These gradients may only be obtained if af .4 is a basic vari-
able. The total assets owned will most probably always be positive, and we indeed
encountered no case for which z! ., = 0 occurred (which otherwise would have
resulted in the evaluation being aborted).

Note that finding a fixed asset mix is not necessarily a convex problem (see
Maranas et al. [24]), but in our case the method converges to the same solution
for all starting points, when a large number of starting points are used.

4.4 Questions

In order to estimate the usefulness of the model, we ask a number of questions
which we will try to answer using numerical experiments.

As the current strategy of our partner company is similar to a fixed mix strategy,
we would like to investigate if using dynamic asset allocation in the model will
improve its performance. Although dynamic asset allocation have been found to

16



Case Split Length, months | Size (rows/cols/scenarios)
Case 1,2 | 30¥F10%10 | 6,12,24 164179/197823,/3000
Case 1, fix | 30*10*10 6,12,24 180834,/201154 /3000
Case 3:1 10*8*8*8 6,12,12,12 294639,/353883 /5120
Case 3:2 10*6*4*4*4 | 6,6,6,12,12 264079/316463 /3840
Case 3:3 | 8%6*4*4*4 | 6,6,6,12,12 211273/253183,/3072
Case 4, fix | 8¥6*4*4%4 | 6,6,6,12,12 231718,/257272/3072

Table 1: Scenario tree sizes.

outperform a fix-mix approach (See Kouwenberg [22] and Fleten, Hgyland and
Wallace [15]), we still perform these tests in order to make sure that this is true
also for our chosen methods, as well as for establishing a reference value against
which performance differences depending on scenario tree shape may be compared.

Other researchers (Hgyland and Wallace [15], Kouwenberg [22], and Higle [18])
have made clear that the way scenario trees are generated is most important for
the performance of the system. As the generation of scenario trees by fitting of the
stochastic properties is rather expensive (creating a scenario tree takes significantly
longer than solving the resulting problem), we would like to see if this difference is
significant for our problem.

Finally we perform a study to determine if changing the shape of the scenario
tree (making it longer but more narrow) will affect the performance.

4.4.1 Fix-mix versus SP

In order to determine if the stochastic programming solution fares better than the
fix-mix approach we apply both methods to 150 scenarios 5 years in length, with
the portfolio being re-balanced every 6 months. All scenario trees for this test is
generated by fitting the statistical properties of the underlying distribution. We
report results from these simulations in Table 3 as Case 1. We report the difference
and the standard deviation of the difference, as a large portion of the variability
in the solutions is explained by differences between the scenarios. The scenarios
are generated using antithetic sampling, in order to reduce the variance of the
sampled mean, and we hence report two values for the standard deviation: the
value obtained from all samples, and the value obtained when we average over each
antithetic pair before calculating the standard deviation. If we assume that the
two methods of generating scenario trees are equivalent, each scenario (or pair of
scenarios) is a sample of the random variable defined as the merit function difference
of the two methods used on a random scenario. As the number of runs is fairly
large, we may assume that the mean of these variables has a normal distribution
with standard deviation

Osample

Omean = \/ﬁ
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with 7 being the number of samples. Observing that 0.8198/v/75 = 0.0947 we see
that the mean difference of the two methods equals approximately 1.6 times the
standard deviation. More specifically we see that the probability of getting a larger
deviation from 0 given that none exists is 10.8%, which is the strength of the test
of our claim. The resulting asset fractions are reported in Table 2 together with
their standard deviations (only the actively traded assets are reported.

Swedish | Foreign | Swedish | Foreign Swedish
bonds bonds stock stock t-bill
Fix-mix | 0.62/0.0 | 0.04/0.0 | 0.13/0.0 | 0.09/0.0 | 0.005/0.0
SLP 0.67/0.04 | 0.0/0.0 | 0.12/0.03 | 0.09/0.03 | 0.0/0.0

Table 2: Asset fractions owned in Case 1 (fraction/std.).

4.4.2 Random versus optimized scenarios

Partly because the price of constructing scenario trees by optimization is rather high
(constructing the scenario tree takes significantly longer than solving the resulting
SLP with our implementation), we wish to determine if constructing scenario trees
by fitting the properties of the underlying random distribution will give a signif-
icantly better performance compared to constructing trees by anthitetic random
sampling with adjusted means. We run 150 scenarios using both randomly gen-
erated scenario trees and fitted trees. The results from this test are reported in
Table 3, as Case 2. Using the same methods as earlier, we see that the probability
of getting a larger deviation from 0, given that no difference exists, is 97%, and we
may hence not draw the conclusion that a difference exists between the methods.
Hence the rest of the trials will be carried out using scenario trees generated by
random antithetic sampling with correction.

If we look at the asset fractions obtained by the two methods, as reported
in Table 4, we see (not surprisingly) that the first-stage solutions obtained from
randomly generated trees have a larger standard deviation. More important is the
fact that there exists a statistically significant bias: when using a random tree, a
larger fraction of the wealth is invested in stock.

4.4.3 Tree size

In this study we have used rather wide and short trees compared to other studies,
mainly to compensate for the larger number of assets. In order to see if this choice
affects the performance of the method, we try other shapes of trees, which are
more narrow and deep, as this kind of shape is more common in other researchers’
tests. For instance, Dempster and Consigli [8], having 5 assets, uses a 10 stage tree
divided as 7,3,27 (the first stage splits into seven nodes, each splitting in three
in the next stage, each splitting in 2 in the next seven stages). Kouwenberg [22],
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Method | Mean (BSEK) | Std (BSEK)
Case 1
Sp 22.2606 4.0778/1.9555
Fix-mix 22.1085 3.3445/1.4798
Difference 0.1521 1.1525/0.8198
Case 2
Fitted tree 22.2606 4.0778/1.9555
Random tree | 22.2641 4.179/1.88719
Difference -0.0035 1.2585/0.8981
Case 3
30*10*10 22.2641 4.179/1.88719
10*8*8*8 22.3193 4.8865/2.1128
Difference -0.0552 2.4121/1.8296
30*10*10 22.2641 4.179/1.88719
10*6*4*4*4 | 22.6856 4.5646/1.9961
Difference -0.4215 2.1907/1.5004
30*10*10 22.2641 4.179/1.88719
8¥G*4*4*4 22.5202 4.9785/2.1256
Difference -0.2561 2.4331/1.5880
Case 4
Sp 22.5202 4.9785/2.1256
Fix-mix 22.1168 3.4093/1.5139
Difference 0.3489 2.8009/1.7033

Table 3: Merit function values.
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Swedish | Foreign Swedish | Foreign Swedish

bonds bonds stock stock t-bill
rand. tree | 0.64/0.08 | 0.005/0.02 | 0.13/0.5 | 0.11/0.05 | 0.0/0.0
opt. tree | 0.67/0.04 | 0.0/0.0 0.12/0.03 | 0.09/0.03 | 0.0/0.0

Table 4: Asset fractions owned in Case 2 (fraction/std.).

having 4 assets, uses a configuration of 10,62, 42 | and Hgyland and Wallace [20],
having 4 assets, uses a configuration of 60, 62.

In order to test if changing the shape of the tree will affect the efficiency of
our method, we test three sizes of trees. The trees of each size are all generated
by antithetic random sampling with corrected means. The sizes of these trees are
given in Table 1, as Case 3. The length of the stages in the trees are adjusted to
give the tree the same overall length in time, as we otherwise may not rule out that
a difference in performance stems from different time horizons. We use 3 different
trees, one with five stages and two with six stages in addition to the base case
with four stages. As may be seen from Table 3, the two longer trees used, having
6 stages, perform significantly better than the base case with 4 stages. Also well
worth noting is that the trees with 6 stages both outperform the tree with 5 stages,
despite having a lower total number of scenarios. If we perform the same statistical
test as before, we see that the probability of getting a larger deviation from zero
when comparing Case 3:3 to the base case is 16%, suggesting that using longer
and deeper trees does actually improve performance. In this comparison the trees
have essentially the same number of scenarios, 3000 vs. 3072, but the size of the
deterministic equivalent problems differ, as a longer tree will give more variables
and constraints. When comparing Case 3:1 and 3:2, the probability of obtaining
a larger difference given that none exists is 8%, again suggesting that deeper and
more narrow trees perform better. Worth noting in this case is that the longer tree
has significantly fewer scenarios (3840 versus 5120), although the difference in the
size of the deterministic equivalent is smaller.

The fractions of available assets invested into different asset classes at time-
stage 0 is given in Table 5. As may be seen from this table, the longer but more
narrow scenario trees yields solutions with a higher fraction of the wealth invested
in stock. This means that aggregating time-stages in the scenario tree will give the
solution a bias, and that this bias is large enough to make longer but more narrow
trees outperform shorter and wider trees, despite a significantly larger instability
in the solutions.

4.4.4 Fix-mix versus SP revisited

As the performance seems to improve when using deeper, more narrow trees, we
again try the fix-mix version of our model, using the trees given in Case 3:3. This
test is reported as Case 4 in Table 3. Here, the difference between the two methods
is bigger compared to test Case 1, and the probability of getting such a big difference
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Swedish | Foreign Swedish | Foreign Swedish
bonds bonds stock stock t-bill
base case | 0.64/0.08 | 0.005/0.02 | 0.13/0.5 | 0.11/0.05 | 0.0/0.0
case 3:1 | 0.60/0.12 | 0.02/0.05 | 0.15/0.09 | 0.12/0.09 | 0.003/0.02
case 3:2 | 0.58/0.12 | 0.03/0.08 | 0.18/0.09 | 0.10/0.08 | 0.002/0.02
case 3:3 0.51/0.18 | 0.07/0.13 0.19/0.09 | 0.11/0.09 | 0.01/0.07

Table 5: Asset fractions owned (fraction/std.).

given that none exists is approximately 8%. This is not surprising, as being required
to keep the same asset mix is more of a handicap in a deeper tree, which has a
higher number of opportunities to re-balance the portfolio.

5 Conclusions

In this paper we have developed an ALM model for a Swedish life insurance com-
pany, including a model of the surrounding economy. Two procedures for con-
structing scenario trees from the economy model are implemented and tested. We
perform rolling horizon simulations to compare the different scenario generation
techniques, and compare if having different shapes of the scenario trees impacts
the performance of the model, when applied to out of sample scenarios.

By comparing different shapes of the scenario tree, we see that trees with many
stages but few branches at each stage clearly outperform shorter, wider trees, de-
spite the fact that the solutions obtained using these trees are very unstable (the
fractions invested in different asset classes vary significantly between different sce-
nario trees). In fact, the gain in out of sample performance gained by going from a
four stage scenario tree to a six stage scenario tree was significantly larger than the
gain from going from a fixed-mix approach to a stochastic programming approach
using four stages.

In this work we have used anthitetic random sampling with correction as the
method to generate scenarios, as our tests indicated no difference in performance
between the two scenario tree generation methods used. However, the solution
obtained by using random-corrected trees not only had a larger variability in the
solutions, these solutions also had a larger investment in stock than the solutions
obtained using fitted trees. Hence random sampling will not only give the solutions
a larger variability, it will introduce a bias as well. When comparing different
shapes of the scenario tree, we found that long,narrow trees performed better, while
investing even more in stock. Hence it seems as if the relatively good performance
of the random sampling technique (compared to Kouwenbergs findings [22]) may be
explained by the fact that the random sampling introduces a bias which counteracts
the bias from using scenario trees with aggregated stages.
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A Bond pricing

In our version of the Brennan—Schwartz two-factor model, two state variables are
used: the return on a console bond (a bond that never matures), and the instanta-
neous rate of return. The movements of these returns are given by the stochastic
differential equation

dr =a,(l — s — r)dt + o,rdz,,
dl =y (I — r)dt + oyldz,

where

r instantaneous interest rate,

l console rate,

o mean reversion strength for the two processes,
Orl standard deviation parameter,

! mean reversion level of console rate,

S difference between long and short rate,

p instantaneous correlation of dz; and dz..,

A market price of short-term interest rate risk,
c continuous coupon payed by bond,

T time to maturity,

B(l,r,c,7) price of bond as a function of the state variables and bond properties.
Bonds are priced by numerically solving the partial differential equation
Byr02r? /2 + Brpo,rol + Byotl? /2 + By(a,.(l — s — ) — Aoyr)+
Bi(o2la?(I =12 +1?> —rl) — By + ¢ — Br =0,

with the boundary condition B(l,r,c,0) = k, where k is the face value of the bond
(stating that the bond must yield its face value at maturity). For a derivation of
this formula, see [4].

B Data
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o | 1.2492
a; | 0.1884
or | 0.1555
o; | 0.1874
l 0.0523
S 0.0131
P 0.5808
A | -04

Table 6: Parameter values for interest rate model.

Risk premium | Standard deviation
Swedish bonds (SB) - 0.0644
Swedish T-bills (ST) - 0.0212
Swedish stock (SS) 0.07 0.2487
Foreign bonds (FB) - 0.0951
Foreign stocks (FS) 0.06 0.1805
Swedish real estate (ES) | 0.07 0.1805
Swedish real bonds (RB) | 0.03 0.0355

Table 7: Means and standard deviations for asset model (yearly).

SB ST SS FB FS ES
ST | 0.54
SS | 0.4643 | 0.1130
FB | 0.2600 | 0.1848 | 0.2313
FS | 0.3332 | 0.0641 | 0.6914 | 0.5801
ES | 0.6 0.4 0.2 0.1 0.05
RB | 0.2 0.1 0.2 0.2 0.1 | 0.2

Table 8: Correlations for asset model.
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Abstract

The nested Benders decomposition algorithm is a popular algorithm for solv-
ing multi-stage stochastic programming problems. In this work we focus
on using nested Benders decomposition to solve a large number of similar
problems on smaller computers, a situation which arises when a stochastic
programming based decision support system is to be tested. We present a
number of techniques which may be used to trade memory requirements for
execution speed, making it possible to tune the algorithm to the available
memory. Finally we experiment on test-problems from both the literature
and our own work. From these tests, we see that for the given test-problems,
reductions in computational time on the order of 25% are possible, by using
slightly more memory. Furthermore, we show that huge problems may be
solved on commodity single processor computers, as long as care is taken to
reduce the memory consumption.

Keywords: Stochastic linear programming; nested Benders decomposition;
Optimization

1 Introduction and motivation

In recent years stochastic programming has become a popular tool for applica-
tions in which decisions must be made with limited information. After the initial
decision is made, random information is revealed, and corrective actions may be
taken. Such a sequence of action, random event and reaction may be repeated
several times, resulting in a multi-stage stochastic programming problem. Op-
timization problems describing this sequence of decisions and random outcomes
have applications in finance (see for example [7, 6, 8, 19, 14]) and power produc-
tion ([21, 9, 18, 20]) among other fields. In stochastic programming, the future



uncertain events are represented by scenarios, and the problem sizes grow expo-
nentially in size with the number of time-stages considered in the model, possibly
reaching tens or hundreds of millions of decision variables. In order to tackle such
huge problems, decomposition methods have been developed, first and foremost the
nested Benders decomposition method, where large problems are divided into sev-
eral subproblems of lower dimension. As noted by some researchers, among others
Birge et al. [4], the size of the problems that are possible to solve is limited partly
by the amount of memory available. Hence, techniques by which to reduce the
memory requirements of the nested Benders methods may increase the maximum
size of problems that may be treated.

When we are solving a large number of rather small, similar problems, it might
be worth the effort to try to reduce the computational time for each of these smaller
problem, even though each individual problem takes a small amount of time to
solve. In this setting, solving one of these problems several times with different
solver settings to find a good setting for the problem-type may still pay off, as the
improvements in solution efficiency is of benefit to all the problems. Testing and
evaluating a decision support system based on stochastic programming requires
the solution of a large number of similar stochastic programs. As examples of this
we may note Kouwenberg [12], in which rolling horizon simulations are used, and
Hgyland [15] where the same testing technique is employed, using a large number of
test-cases. Hence, an ability to trade memory requirements for execution speed in
the nested Benders decomposition algorithm may be useful in two settings: firstly,
when we wish to solve a large number of smaller problems, we may save computa-
tional time by actually using all the available computer memory. Secondly, if we
are to solve larger problem instances, trading speed for lower memory requirements
may make it possible to solve problems on computers with less memory, avoiding
the need for special hardware.

The aim of our study is to implement and test different memory-reduction
techniques on a number of test-problems from our own research and the literature,
in order to determine which strategies provide a good tradeoff between memory
requirements and computational time. Specifically, we look for strategies which
are non-dominated in the sense that no other strategy consumes both less memory
and time. In Section 2, we give a short description of the nested Benders algorithm
and describe the difference between the implementation used in this work and the
classic breadth-first implementation. The different techniques by which memory
may be traded for speed are introduced in Section 3, and Section 4 describes our
implementation of the nested Benders algorithm. The testing environment and the
tests carried out are described in Section 5, and finally conclusions are drawn in
Section 6.

2 Nested Benders decomposition

In this work, we use a version of the nested Benders algorithm in which the scenario
tree is searched depth-first instead of the more commonly implemented breadth-



first protocol. The rationale behind searching the tree depth-first is that this will
allow us to use some memory saving techniques which are otherwise not possible.
In order to clarify the difference between the two approaches, and to explain for
which cases the methods are equivalent, we give a short description of the nested
Benders algorithm. (For a more thorough description of the classical breadth-first
nested Benders algorithm, see [5].)

When solving a multi-stage stochastic programming problem, we assume that
all random outcomes are represented by a scenario tree. A scenario tree is a rooted
tree in which a node represents a possible state of the world resulting from different
possible random outcomes. The root node occurs with certainty, and represents
what is known at time ¢ = 1, before any randomness is revealed. The child-nodes
of the root node represent the random outcome at time ¢t = 2, and each of these
node occurs with a given probability. Each of these nodes in turn have a set of
possible outcomes occurring at time ¢ = 3 and so forth, down to the leaves at
the terminal time T. A possible realization of all the random outcomes defining
a scenario is then a path from the root of the tree down to a leaf. In order to
simplify notation, we will assume that all nodes have a set of children, although
this set is empty for the leaf nodes. In the description below, we assume that all the
nodes in the scenario tree are numbered (with the root node being node 1), that
the operator p(i) returns the parent of node i and the set of children of the node
i is given by J(7). We denote the (unconditional) probability of node ¢ occurring
by q;. Further, we assume that the problem has T stages, we denote the set of
time-stages by T = {1,..., T}, and the set of nodes belonging to time-stage ¢ by
N(¢).

The nested Benders algorithm is applicable to problems of the form

T
min Z Z qiCi L i, (1a)
t=1ieN(t)
s. t. Wll'l = hl, (].b)
Al.%'p(z) +W,z;, =h;, te T \ {1}, 1€ N(t), (IC)

r; >0, teT,ieN(@). (1d)

We describe the multi-cut version of the algorithm only, as the single-cut and
aggregated multi-cut versions form minor variations of this algorithm. During the
execution of the algorithm, we will solve optimality problems of the form

[P(0)]
min zi=c i+ Z 0;, (2a)
jeI(@)
s.t. Wz, =h; — Aixpg); (2b)
Dgﬁjxii-ejzd%j, kel,...,ry, j€3(i), (2¢)
E17]1'1 Zem—, kG_l,,sw, ] EJ(’L), (2d)
x; >0, teT,ieN({t), (2e)

and feasibility problems of the form

[F ()]



min w; = 1T + 1Yy, (3a)

s. t. W,x; + Iu;r —Tu; =h; - Ai-Tp(z'); (3b)

Efjz >ef;, kel,... sij, jed), (3¢

x; >0, teT, ieN(). (3d)

We denote the dual variables corresponding to the constraints (2b) in problem P ()

by m; and the dual variables corresponding to (3b) in F (i) by ~;.

When solving the root node problem P(1) , we replace hy — Ajx,1) by hy in
constraint (2b). When solving a leaf node problem P(i),i € N(T') we omit the
variables 0; and the constraints (2c), (2d), and (3c). Furthermore, whenever we
have r; ; = 0 in (2¢), (that is, when we have no optimality cuts) we set 6, to 0.

We may now express the recursive version of the nested Benders algorithm as
follows:

begin
\* Initialize and call solve_sub for the root node s\
for t € T\ {T},i € N(¢),j € J(i) do
Si,j = 0
Ti5 = 0
end
do
feas := solve_sub(1)
while feas AND z; < ubd;
end
where
funct solve sub(i) =
[Tet := true
solve P (i)
if P (i) is unfeasible
ret := false
else
\* If the current node problem is feasible, solve all childrenx\
for j € J(i) do
feas := solve_sub(j)
if feas AND 0; < z;
\* Add an optimality cut if the child problem is feasiblex\
rig =T+ 1
D:f’-j = q—:TF_’]TAJ
d;ij’»j = 2—1(2] + 7T;<I‘Aj$i)
else
\* Add a feasibility cut if the child problem is infeasiblex\

S5 ._ T
B =58

RN A . . .
€5 = (wj +; Ajz;)

\* Do not solve any more children if one child is infeasiblex\



break
endif

end

ubd; = z; + ZjEJ(i) g—jubd] - 9j

solve P (i)
endif
if P(i) is feasible

ret := true

else

\* Solve the feasibility form of the node problem

if the optimality form is not feasible.x\

solve F(i)

ret := false

ubd; := oo
endif

return ret |

As may be seen from the algorithm, it is equivalent to the classic breadth-first
version of the nested Benders algorithm, as long as we do not encounter any infea-
sible node problems. When we arrive at an infeasible node problem, the algorithms
will differ, as the classic version immediately will start a backward pass, whereas
the recursive algorithm will continue down the tree into subtrees which are not
descendants of the infeasible node.

3 Memory saving techniques

In this section, we describe the different choices that may be made in the nested
Benders algorithm which affect both the amount of memory used and the compu-
tational time required. The choice between breadth-first and depth-first does not
directly affect the memory and time consumption, but it is included in this section
as the choice affects the applicability of a number of memory saving techniques.

3.1 Breadth-first versus depth-first search

In the classic nested Benders decomposition, the node problems of the scenario
tree are solved using a breadth-first search (BF), one stage at a time. Instead we
may opt to solve the problems in depth-first (DF) order if this may help us save
computational time or memory.

Before a subproblem may be solved in the nested Benders algorithm, it has to
be loaded into the LP-solver used. The computational time for loading may be
reduced by utilizing components already in the memory. If a neighboring subprob-
lem is already loaded into the solver, it may prove advantageous to use data from
this problem in order to avoid recreating the desired subproblem from scratch. The
benefit from using an old problem largely depends on how similar the two problems
are. Note that not only the time for setting up the problem is reduced; if the two



Figure 1: breadth-first versus depth-first.

problems are similar enough, a large portion of the (inverted) basis may still be
valid, which may greatly reduce the solution time of the new problem. A compli-
cating factor is the presence of optimality and feasibility cuts in the subproblems;
these need to be stored and restored when a problem is loaded into the solver. The
presence of cuts will hence reduce the benefits gained from using a neighboring
problem.

If the problems P (i) are feasible for all nodes i, regardless of the values of z;),
then the problem is said to have complete recourse. If the optimization problem to
be solved has this property, then no feasibility cuts will be generated during the run
of the nested Benders algorithm. When we have complete recourse it is obvious that
the two traversal methods (illustrated in Figure 1) are equivalent from a solution
perspective, as each problem is solved twice in each iteration, once before and once
after its child problems are solved. (The order in which the problems are solved
will however differ between the two versions of the algorithm.) If a problem does
not have complete recourse, a feasibility cut may be generated as the algorithm
proceeds, whence the normal solution sequence will be interrupted. Since the order
in which the node problems are solved differ between the two methods, this means
that different nodes will already be solved when the interruption occurs; it shows
that the two methods are not equivalent when feasibility cuts are generated.

Although the two methods are equivalent for problems with complete recourse
when we only consider which nodes are solved, and in which relative order, the
number of times each problem needs to be loaded into the LP-solver will differ
between the two methods. When solving the whole problem using breadth-first
search, we have, in essence, three choices of how many LP-problems to keep in
working memory. We may choose to have one in total, one per level of the tree,
or one per node of the tree. If we have one LP per node, it is obvious that each
problem will be loaded into the LP solver only once. When fewer subproblems are
used, then the number of times each problem is loaded will depend on the order in
which the tree is searched. When a problem is loaded into memory, we differentiate
between three different cases, as they consume different amounts of computational
time:

1 The problem is constructed from scratch.

2 The problem is adapted from a neighboring problem, with no cuts being



From scratch From neighbor | From neighbor
with cuts without cuts
BF1LP | 2¢—2 2m—2(g—2) | ny—1
BF ¢qLPs | O 2m Ng
DF1ILP |1+2m+ne1 |0 Ng — Ng—1
DF ¢LPs | O m Ng

Table 1: Number of problem loading operations for each iteration except the first
(the problem is assumed to have complete recourse).

added or stored.

3 The problem is adapted from a neighboring problem, with cuts being added
and/or stored.

As an example of how may times these operations are performed, we assume that
we have a scenario tree with ¢ stages, and n; nodes at stage i. In addition we define
m = 23;21 n;, that is, the number of nodes that are neither a root nor a leaf. For
such a problem, the number of times each loading operation is carried out is given
in Table 1.

As may be seen from Table 1, BF is clearly to prefer when we only use one LP.
On the other hand, DF may be preferred if we use ¢ problems, since each problem
in the “middle” nodes (i.e., the nodes that are neither a root nor a leaf) is solved
twice each time it is loaded, while these nodes have to be loaded every time they
are to be solved with BF search.

3.2 Aggregation

As noted by Dempster and Thompson [11], aggregating stages of the tree to fewer
but larger nodes may decrease the time spent solving a problem. Aggregating
subproblems affect not only the solution time, but also the amount of memory
required to solve a problem. Aggregation affects the memory consumed mainly in
three ways:

e The size of the subproblems which are loaded into the LP-solver becomes
larger.

e In the nested Benders algorithm, cuts are generated when information is
transferred between stages. Fewer stages implies fewer stage boundaries,
which implies fewer cuts.

o If we are not interested in anything but the first-stage solution, we may throw
away the last stage solution after it has been used to generate a cut. Making
the last stage longer, and thus larger, through aggregation will allow us to
throw away more variables.



As some of these effects increase the memory consumption whereas others decrease
it, the net effect will vary from case to case.

3.3 Blocking and bouncing

Having one LP for each node in memory obviously means that each LP needs to
be loaded only once. As re-solving usually is faster that solving the same problem
from scratch, having one LP for each node may lower the computational time
required. However, for larger problems it is usually not possible to keep one LP for
each node, due to memory constraints. As a compromise, we implement a way of
sharing LPs in only a portion in the tree. We do this by having one LP for each
node up to and including the block-stage and share LPs further down in the scenario
tree (see Figure 2). As the vast number of nodes are located after the block-stage,
sharing LPs in the nodes after the block-stage may save significant amounts of
memory. If the strategy of sharing nodes after the block-stage is considered, then
the computational price of adding a cut and re-solving will be greater after the
block-stage than before it, as the problem has to be loaded into memory and any
cuts stored restored. Hence we might wish to have as accurate a solution as possible
available for the problems before the block-stage, when we solve the nodes after the
block-stage. Accurate solutions may be achieved by dividing the nested Benders
algorithm into major and minor iterations. A major iteration consists of a normal
iteration, while a minor iteration is a normal iteration which stops at the block-
stage. Minor iterations are repeated until no new cuts are generated at the stages
before the block-stage, at which time a major iteration is performed. We call this
strategy bouncing as the sequencing protocol bounces at the block-stage.

When the recursive version of the nested Benders algorithm is used, we may
choose to have one LP for each node below the block-stage as well, LPs which are
shared between subtrees below the block-stage. This setup is illustrated in Figure
2. As this figure illustrates we divide the scenario tree into blocks, and keep only
one subtree block in memory at a time. If we share problems in this manner, it
might be beneficial to bounce below the block-stage as well, as the effort of setting
up the subproblem then might be discounted across several calls to the solver. In
Figure 2 a minor iteration would consist of solving level 1, feeding the solution to
level 2, solving level 2 and feeding cuts back to level 1. A major iteration with
bouncing below the block-stage would consist of solving levels 1-3. When cuts are
fed back to level 2 from level 3, level 2 is re-solved and the information fed back to
level 3. The iteration bounces between level 2 and 3 until a termination criterion
is met. Such criteria might be to run a fixed number of iterations, to run until no
further cuts are generated in the subtree, or to run until the subtree has a specified
tolerance between the upper and lower bound of the optimal value. Currently in
our implementation, the user may only specify a number of times to bounce, but as
a subtree is not re-solved unless there is a difference between the upper and lower
bound of the objective function, setting the number of iterations high will cause
the subtree to be completely solved. The algorithm will still converge, regardless
of the bouncing scheme chosen. Convergence follows from the fact that there is



only a finite number of cuts that may be generated by the algorithm (since each
subproblem has only a finite number of optimal bases). As no cuts are deleted
and the algorithm will either terminate or generate a new cut in each iteration,
convergence follows.

Minor iterations LP

o
/ C _ Node

Level 1

Level 2, block-stage

Major iteration T T .
with bounce I \
e Subtree block

Figure 2: Sharing of LPs between subtrees and bouncing at the block-stage.

3.4 Basis compression

In order to be able to warm-start the solver when re-solving a subproblem, we
need to store information about the optimal basis. As a variable or row may have
a limited number of states in a basis (basic, non-basic lower bound, non-basic
upper bound, etcetera) it is in our implementation enough to save 2 bits per row
or column. Compressing the basis might seem an obvious improvement, but it
may nevertheless save a significant amount of memory. (Using this technique for
the PLTEXP5 16 test-problem reduces the cost of storing a full basis to 6.5 Mb
compared to 105Mb for the format obtained directly from CPLEX.)

3.5 Purging cuts and bases

Usually, we store the optimal basis of a node problem as well as cuts generated
between the times a subproblem is solved. If we need to greatly reduce the memory
requirements we may purge optimal bases and cuts between major iterations. We
illustrate this in Figure 3. Here, all cuts at level 3 and all optimal bases and
variable values at level 3 and 4 are purged between major iterations. If we purge
cuts and bases, convergence is no longer guaranteed, as we may end up in a cycle
of regenerating cuts at level 3, while never generating cuts that are active in the
optimal solution. To avoid cycling, each subtree must be solved to optimality
in each major iteration if we are to purge cuts. It is clear that the algorithm
will converge in this case, since solving each subtree to optimality in each major



iteration is equivalent to aggregating levels 2-4, and solving the resulting two-stage
problem by the nested Benders algorithm.

’ Level 1

‘ ‘ Level 2, block-stage
‘ “ Level 3
QQQQQQ Lovel 4

Figure 3: Purging data.

4 TImplementation

As a part of our cooperation with a Swedish life insurance corporation, we have
developed an asset liability management system to aid its decision making process.
A part of the system consists of an implementation of the nested Benders algorithm,
using either CPLEX, SOPLEX [24] or glpk [16] as the underlying LP-solver (in this
work we have used CPLEX only). Currently the solver supports single-cut, multi-
cut and aggregated multi-cuts similar to the ones described by Tsamasphyrou et
al. [22] and Morton [17].

The only sequencing protocol implemented is Wittrock’s fast-back—fast-forward
[23], although it may be performed recursively or sequentially, with or without
bouncing at a block-stage. In addition, aggregation is implemented, making it
possible to aggregate an arbitrary number of subproblems anywhere in the tree;
however, in this work we only aggregate the last stages in the scenario tree. A
current weakness of the implementation is its poor performance when encounter-
ing infeasible subproblems. (When an infeasible subproblem is encountered, the
problem (2) is converted into the problem (3), which is inefficient. Furthermore,
the implementation does not permit us to retain the optimal basis of both the
feasibility-problem and the optimality-problem, preventing us from doing a warm
start for feasibility-problems.) As the primary objective of the solver is to be able
to solve our model, described in [2], which has complete recourse, we have not put
much effort into improving the solver for problems where feasibility-cuts are gen-
erated. We do not expect this poor performance to affect the results of our tests
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to a great degree, since only the problems in the WATSON test cases encounter
infeasible subproblems during the solution, and for these problems, only a small
number of infeasible node problems are found.

Another drawback of the current implementation that needs to be addressed is
the storing of random data on scenario tree form. In the current implementation
storing such random data requires unnecessary amounts of memory by using a
slightly inefficient tree data-structure. If we succeed in removing the wasteful
implementation of tree-structured data, the most probable effect would be to move
the curves in Figures 4-7 to the left. As an example we may take the problems
LIVIA 61440. In this problems approximately 8,800,000 random entries are stored
using 250Mb. An efficient structure should use approximately 50Mb for the same
data, shifting the graph of figure 7 200Mb to the left. Improving storage in this
fashion should make the relative impact of using memory saving techniques larger.

5 Tests

We wish to determine which of the techniques described above may be used to
affect the memory—time trade-off to benefit us most. In order to do so we have
performed three rounds of tests. In the first set we apply a number of different
configurations to all test problem, to find out which parameters might be interesting
to vary. Second, we try different levels of aggregation on a smaller number of test-
problems. Finally, we apply a large number of different solver configurations to
a subset of the test-problems, in order to describe the memory—time trade-off in
more detail.

5.1 Testing environment

All tests have been carried out on a Sun Blade 2000, having a 900Mhz SparcIII
processor, with 1Gb of memory, and 8Mb of L2 cache. When running the tests,
memory has been limited to 1Gb, that is no disk cache is allowed. The time required
to read the problem is not included in the reported execution times, which are user
times measured by the getrusage function. The only exception to this rule is the
times reported in the aggregation tests. The times reported here are wall clock
times from the function gettimeofday; the getrusage function does not have a
high enough resolution, and is therefore not suited for this test. Throughout all the
tests, we consistently use the multi-cut version of nested Benders decomposition.

5.2 Test-problems

The test-cases used in this work come both from our own research and from the
literature. The families of test-problems used are:

e LIVIA: A multi-stage asset liability management model of a Swedish life
insurance company, which is described by Altestedt [2]. All test-problems
in this family have a scenario representation of the stochasticity, except the
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Name Stages | Scenarios Rows Columns
LIVIA 1920 5 1920 128749 154783
LIVIA 30000 5 30000 1676179 2012823
LIVIA 61440 10 61440 6745999 8007983
LIVIA 61440 b 10 61440 6745999 8007983
WATSON.256 10 256 43517 82177
WATSON.2688 10 2688 352013 671861
PLTEXP5 6 b) 1296 161678 422876
PLTEXP5 16 5 65536 7270078 19014076
PLTEXP6 6 6 7776 970382 2537948
PLTEXP7_16 7 | 16777216 | 1861152446 | 4867629500
SGPF3y7 7 15625 761708 996117
SGPF5y7 7 15625 1230452 1543009
SFUND2560 6 2560 13629 52797
SFUND100000 6 100000 311109 1022217
SFUND100000_b 6 100000 311109 1022217

Table 2: Problem instances used in tests.

instance LIVIA 61440 b, which has a blocks representation (see Birge et
al. [3] for a description of scenarios and blocks representation). As as conse-
quence, the number of random parameters which need to be stored are much
smaller in the latter case.

WATSON: An asset liability management problem formulated by Dempster
et al [10].

PLTEXP: A stochastic capacity expansion problem. The biggest member
of this family is only used as an illustrative example at the end of this paper.

SGPF: A portfolio management problem. The problem is described by
Frauendorfer et al. [13].

SFUND: A simple portfolio management problem. This family of problems
is described by Altenstedt [1]. The SFUND100000 and SFUND100000_b
problems differ in the same way as the LIVIA problems above.

All these test-problems except LIVIA and SFUND are available via the web page
http://www.stoprog.org/. The sizes of the test-problems used in this work are
given in Table 2.

5.3 Initial tests

As previously mentioned, we first perform a preliminary test in order to determine
which parameters and problems to experiment with further. In this test, we solve
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17 X X | x | x | x
18 | x X X | x | x | x
19 | x X
20 | x X X

Table 3: Parameter settings used in initial tests.

all the test-problems with 20 different settings of the solution parameters. These
settings are summarized in Table 3, where an x in the table means that a specific
option is used in that test. A block-level at —1 means that the block-level is the
second to last level. In order to clarify all the options in Tables 3, we explain
all the options for case 14. In this case, if the test-problem has 10 stages, then
the cut is placed at stage 8. All nodes below the block-level use shared LPs, as
described earlier. All nodes above the block-level uses one LP each. When solving
the problem in case 14, we perform major iterations in which stages 1-10 are solved.
In a major iteration, stages 9 and 10 are solved twice, as described in Section 3.3.
Interspersed between the major iterations are minor iterations, in which levels 1-8
are solved to optimality.

The results from these initial tests are given in Appendix A, in Tables 5 and 6.
As may be seen from Table 6, the computational times for PLTEXP vary signifi-
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cantly. The reason is that the node problems for the earlier stages have multiple
optimal solutions, and the number of major iterations are strongly dependent on
which solution is chosen during the first iteration of the algorithm. If we create
a node problem from scratch and solve it, then we get a different optimal solu-
tion compared to taking an already solved neighboring problem, altering it and
re-solving. Hence, the number of major iterations may vary in an unpredictable
way, and the PLTEXP case is therefore not a good test-problem when we wish to
test different strategies. Due to this variation in solution times for the PLTEXP
set of problems, we will not use any problems from the PLTEXP test set for our
further tests, except for a final illustrative example.

Furthermore, from Tables 5—6 we see that case 17 seems to be the option which
minimizes the runtime for most cases (when the solution is not aborted due to
violating the memory constraints). This leads us to believe that combining aggre-
gation with sharing LPs between nodes in the later stages of the tree seems to be
worth investigating further. As may be seen from Tables 5—6 almost no configura-
tions for the smaller problems run out of memory, which makes us concentrate on
the larger test-problems for our further testing. Hence, we will perform two new
sets of tests:

o We test different levels of aggregation, combined with bouncing strategies for
a small number of problems.

e We try a large number of different settings of parameters for the larger test-
problems.

5.4 Aggregation

As may be seen from the preliminary tests, an aggregation of the two lowest stages
in the scenario tree seems to shorten the solution time, as well as lower the memory
required. We explore the effects of aggregation further by aggregating the last 2
to 5 stages, respectively, of the problems WATSON2668 and WATSON256, and
aggregating the last 2 and 3 stages of LIVIA1920. These problems are chosen as
they have a large number of stages, but different branching characteristics: the
WATSON test-cases have a deeper and more narrow tree than the LIVIA test case.
Rather small problems are chosen, as we want to be able to have one LP per node for
all stages except the last stage. In these experiments, we use a common LP for the
last (possibly aggregated) stage, while nodes not belonging to the last stage use one
LP each. The results from these experiments are reported in Tables 7-12. (In these
tests we measure the wall clock time since the system clock is not accurate enough,
but as nothing except our experiments were run on the machine at the time, the
times should be accurate enough for our purpose.) As may be seen in Tables 7-12,
when looking at the aggregation strategy giving the shortest time, approximately
80-90% of the computing time is spent at the last stage. Although aggregating
earlier stages may give lower computational times, we see that the potential gains
from doing so is rather small. Aggregating earlier stages may however reduce the
computational time spent in the last stage, as larger subproblems will provide more
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accurate solutions for the earlier stages. (More accurate solutions to the earlier
stages result in more relevant cuts when these solutions are fed to the last stage,
which possibly results in a lower number of iterations.) We explore the effect
of providing the last stage with more accurate solutions by using the bouncing
technique described earlier in Section 3.3. We see that using major and minor
iterations (solving all but the last stage to optimality in between major iterations)
makes the time spent solving the earlier stager higher, and the time spent in the
last stage lower. As an example of this, we may compare Tables 11 and 8. Less
time is spent in the last stage, and more in the earlier stages. As we might suspect,
bouncing has a positive effect on the total computational time when a large number
of stages are aggregated to a large final stage.

5.5 Memory versus computational time

In order to investigate the trade-off between memory and computational time fur-
ther, we experiment with 7 of the test-problems. The test-problems we use are
SFUND 100000 and SFUND 100000 b, LIVIA 61440 and LIVIA 61440 b,
the two SGPF test cases and WATSON 2688.

In these tests, we will vary the following solver parameters:

o The last stage will consist of 14 aggregated stages (1 aggregated stage means
no aggregation

e A block-stage, as described in Section 3.3, may be used; if so, it is placed at
computational level —1, —2, —3 or —4 (—1 means at stage 5 if we have a 6-
stage tree after aggregation), regardless of how may stages are aggregated.

e The nodes before the cut may have one LP instance per level, or one LP-
instance each. If they use shared LPs then this will be marked with an ’'x’ in
the column “common before cut” in Table 4.

e The nodes after the cut may have one LP instance per level, or share one
instance between subtrees. A third combination used is to share LP-instances
between subtrees, except for the last stage, which uses a common LP-instance.
Which combination is used is indicated with an x in the columns “shared after
cut” and “common last stage” in Table 4.

e The algorithm may bounce before the cut, solving all levels before the cut to
optimality before solving the levels below the cut. This is indicated in the
column “bounce full” in Table 4.

e The algorithm may bounce below the cut, solving everything below the cut
twice before going back up the tree again. This is indicated in the column
“bounce leaf 1”7 in Table 4.

In these tests we exclude all obviously redundant combinations (for example, if
we have no cut, we do not need to test if bouncing at the cut-stage has any effect).
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All possible non-redundant combinations are used for the WATSON and SGPF
test cases. For the SFUND test-problems we restrict ourselves to aggregating the
2 or 3 last stages, and placing a cut at level —1,—2 or —3. For the LIVIA test-
problems, we always aggregate 2, 3 or 4 stages, and place a cut at level —1, —2 or
—3, respectively.
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Figure 4: Memory versus time, SFUND 100000 and SFUND 100000 _b.

The Figures 4-7 summarize these tests. The curves in these figures are formed
by the runs which are not dominated by any other solution; this means that no
other solver configuration has both lower memory consumption and shorter com-
putational time. The results marked with **’ in these figures correspond to the
results for the classic nested Benders decomposition algorithm, using breadth-first
search and one problem per time-stage. For this method, the aggregation with
the shortest solution time is used. The configurations of some of the points at the
efficient frontier are given in Table 4.

5.6 A final illustrative example

As a final example, we solve the PLTEXP7 16 problem from the POST test set.
In order to reduce memory consumption, the last two stages are aggregated, a cut
stage is placed at level 3, and all data below the cut-stage is purged between the
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Table 4: A selection of non-dominated Test-cases from Figures 4-7.
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Figure 5: Memory versus time, SGPF.

major iterations. As data is purged, we need to completely solve the subproblem
below the cut stage in every major iteration. Using this setup, the problem is solved
in 7078 seconds using 809,280Kb of memory (giving the optimal value —32.821885).
As noted earlier, the PLTEXP set of problems does not constitute a challenge
for the solver, but this test problem is however illustrative from another point of
view. According to Table 2, the problem has 1,861,152,446 rows and 4,867,629,500
columns. Only storing a primal and dual solution in double precision would require
approximately 54Gb of memory. Being able to solve this problem using less than
1Gb of memory shows that large problems may be successfully solved on a single-
processor computer, as long as care is taken to reduce resource consumption.

6 Conclusions and further research

We have explored a number of techniques which may be used to trade higher
memory consumption for shorter execution times in the nested Benders algorithm.
From the results of our tests, we believe that for small and medium size problems
we may obtain significant gains in computational time at the price of a slightly
higher memory consumption. These savings are of the magnitude of 25% compared
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Figure 6: Memory versus time, WATSON _2688.

to the classic breadth-first implementation of the nested Benders decomposition
algorithm, with optimal aggregation. The improvements which contribute to these
shorter solution times is the sharing of LPs between nodes in the scenario tree,
combined with different bouncing strategies which modify Wittrock’s fast-back—
fast-forward sequencing protocol. Furthermore, we have found that it is possible
to solve large instances of SP-problems on limited hardware, by taking care to
conserve computational resources.

In this work, the rules of when to perform major and minor iterations has been
rather simple, and we would like to investigate these further, for instance using the
difference between the upper and lower bounds at the levels after the block-level
to determine if bouncing should occur. Furthermore, we would like to improve the
performance of the solver when feasibility-cuts are generated. We believe that the
poor performance when infeasible subproblems are encountered may be partially
explained by the fact that we reuse the LP-structure of the optimality problem when
constructing the feasibility-problem. If we were to associate a separate feasibility
LP-instance to each node (for example sharing one feasibility LP between all nodes
of a certain time-period), and store the last optimal basis of the feasibility-problem
as well as the optimality-problem, we believe that this would improve performance
for problems without complete recourse.
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12.05 | 210.01 - - 2.75 25.15
4 52360 | 235616 >1e6 >1e6 56656 | 294264
10/0 10/0 - - 7/0 9/0
10.34 - - - 2.53 22.96
5 | 230752 >1eb >1e6 >1e6 | 126064 | 786416
10/0 - - - 7/0 9/0
13.37 | 222.58 | 1736.78 | 1319.17 3.48 29.78
6 14616 | 132264 | 500560 | 318408 8416 32576
11/0 11/0 25/0 20/0 8/0 9/0
18.95 | 194.70 - - 3.97 31.56
7 56784 | 245552 >1eb >1eb 58536 | 299840
12/36 11/36 - - 7/21 8/25
19.78 | 234.07 - - 3.95 31.93
8 60544 | 270896 >1eb >1eb 58176 | 299496
12/36 11/40 - - 7/19 8/25
19.42 | 199.33 | 5961.32 | 3823.69 5.46 53.46
9 15528 | 128256 | 699440 | 462248 8648 30440
11/35 11/38 | 16/155 | 13/107 7/20 27/67
11.14 | 191.71 - - 3.11 25.86
10 50760 | 207024 >1e6 >1eb 56208 | 289528
8/25 9/25 - - 6/17 7/22
11.37 | 193.92 - - 3.16 26.22
11 50944 | 216112 >1e6 >1eb 55472 | 282688
8/24 8/25 - - 6/17 7/22
13.53 | 198.69 | 4558.28 | 2691.99 4.72 38.47
12 12760 | 103168 | 547584 | 305920 7744 26376
9/26 9/27 | 15/133 11/88 7/20 8/30
15.28 | 177.08 - - 3.66 26.85
13 54280 | 241232 >1e6 >1e6 58096 | 301248
6/22 6/23 - - 5/13 5/16
14.39 | 178.97 - - 3.46 25.41
14 57952 | 266928 >1e6 >1eb 57896 | 297192
6/22 6/24 - - 5/13 5/16
17.01 | 178.93 | 3460.55 | 2401.90 4.98 38.10
15 15176 | 127472 | 593304 | 380872 8544 30344
7/23 6/23 9/95 8/67 5/17 6/22
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10.73 | 186.49 - - 3.07 25.26
16 50008 | 207696 >1e6 >1e6 56768 | 292192
5/17 5/19 - - 5/14 5/17
9.38 | 169.73 - - 2.79 22.87
17 50072 | 216648 >1e6 >1eb 55488 | 283480
5/17 5/19 - - 5/13 5/16
11.67 | 193.16 | 2676.46 | 1836.63 4.22 35.13
18 12432 | 102912 | 470096 | 255168 7712 26040
5/18 6/18 8/80 8/57 5/16 6/27
17.87 | 204.23 | 2115.02 | 1777.62 3.83 33.30
19 15416 | 153840 | 613328 | 434528 7704 33672
12/0 12/0 25/0 22/0 8/0 10/0
12.33 | 220.28 | 1653.34 | 1337.78 3.04 28.72
20 13864 | 131592 | 484944 | 312760 7392 30248
10/0 11/0 25/0 21/0 7/0 9/0

Table 5: Solution times (s), memory required (Kbyte) and #ma-
jor/minor iterations for test cases.
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1/0 - - - -1 170 -
478 [ 1059.20 | 107.78 | 16.71 | 16.98 | 12.55 | 478.97
3| 12488 | 407760 | 63456 | 52052 | 68648 | 13448 | 268328
4/0 | 15/0 | 12/0 5/0 3/0 | 16/0 | 29/0
1.00 | 3321 | 485 | 870| 1143 | 577 | 157.23
4| 22776 | 390688 | 116216 | 188344 | 234224 | 36912 | 365344
1/0 1/0 1/0 5/0 4/0 | 15/0 | 27/0
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6 | 11952 | 321728 | 48656 | 36664 | 54048 | 10864 | 140672
4/0 4/0 6/0 5/0 4/0 | 17/0 |  29/0

1.60 | 83.52 9.70 | 14.62 | 17.90 | 11.66 | 337.23

7| 10632 | 227728 | 93496 | 181696 | 235232 | 45568 | 480680
1/0 1/0 1/0 4/6 3/3 | 10/60 | 18/104

1.05 | 30.72 508 | 13.96 | 20.10 | 11.93 | 355.26

8 | 28760 | 293032 | 103032 | 182752 | 241312 | 46920 | 485968
1/0 1/0 1/0 3/4 3/5 | 10/60 | 18/104

1.59 | 153.01 | 16.78 | 15.17 | 18.82 | 16.97 | 413.85

9| 9472 | 155440 | 27280 | 38088 | 48368 | 14992 | 241576
2/2 2/2 2/3 4/6 3/5 | 13/64 | 17/108

0.99 | 32.63 4.73 839 | 10.19 6.00 | 130.66

10 | 18336 | 188056 | 89216 | 172616 | 213816 | 39288 | 351440
1/0 1/0 1/0 4/5 4/5 | 9/49 | 17/83

1.00 | 29.34 3.87 718 | 11.61 6.35 | 139.73

11| 23560 | 222920 | 99000 | 169672 | 220056 | 39904 | 350432
1/0 1/0 1/0 3/4 3/4| 9/50 | 16/91

1.69 | 60.67 8.54 894 | 10.88 | 11.51 | 217.25

12 | 7400 | 122688 | 21064 | 23664 | 32968 | 11872 | 140472
2/2 2/2 2/3 4/5 4/5 | 11/60 | 20/104

1.50 | 83.72 9.77 | 16.46 | 15.34 9.49 | 295.08

13 | 19632 | 227728 | 93496 | 181320 | 212672 | 41864 | 458728
1/0 1/0 1/0 4/6 2/2 | 7/40 | 14/64

0.96 | 30.51 5.09 | 15.37 | 15.04 9.08 | 290.88

14 | 28760 | 293032 | 103032 | 182872 | 217168 | 42800 | 465040
1/0 1/0 1/0 3/4 2/3 | 7/40 | 14/64

257 | 153.34 | 16.79 | 17.07 | 15.67 | 13.71 | 380.61

15| 9472 | 155440 | 27280 | 38120 | 47008 | 14224 | 245000
2/2 2/2 2/3 4/6 2/3 | 7/47 | 15/74

0.99 | 32.40 4.74 7.44 8.41 5.16 | 121.48

16 | 18336 | 188056 | 89216 | 169224 | 205216 | 37200 | 349688
1/0 1/0 1/0 3/4 2/2 | 6/34| 12/65
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Stage | no aggr. | aggr. 2 | aggr. 3 | aggr. 4 | aggr. 5
1 0.0038 | 0.0038 | 0.0052 | 0.0042 | 0.0039
2 0.0097 | 0.0094 | 0.0089 | 0.0072 | 0.0067
3 0.0203 | 0.0186 | 0.0174 | 0.0140 | 0.0139
4 0.0476 | 0.0363 | 0.0333 | 0.0262 | 0.0213
) 0.0909 | 0.0765 | 0.0646 | 0.0514 | 0.0584
6 0.1695 | 0.1641 | 0.1287 | 0.1083 | 4.8845
7 0.3449 | 0.3366 | 0.2555 | 3.3649
8 0.7037 | 0.6606 | 2.7327
9 1.2956 | 2.1971
10 1.5501
tot 4.2362 | 3.5030 | 3.2463 | 3.5763 | 4.9888
# iter 9 8 7 7 6

Table 7: Effect of aggregation, WATSON 256. Computational time (s) spent at
different stages.
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1.01 29.14 4.00 7.30 8.04 480 | 120.58

17 | 23560 | 222920 | 99000 | 169504 | 204456 | 37248 | 343848

1/0 1/0 1/0 3/4 2/3 6/32 | 17/67

1.66 61.02 8.51 8.21 8.85 9.24 | 184.79
18 7400 | 122688 21064 23296 31504 11168 | 137592
2/2 2/2 2/3 3/6 2/3 | 7/45 | 14/71
1.45 80.72 9.06 24.04 15.24 12.81 | 460.92
19 11688 | 344424 | 50224 | 50520 | 66240 | 12536 | 245368
1/0 1/0 1/0 6/0 3/0| 17/0| 26/0
0.88 32.18 4.31 9.23 12.56 6.83 | 184.61
20 11568 | 317048 | 47016 | 35368 | 51496 9832 | 131632
1/0 1/0 1/0 4/0 4/0 | 16/0 | 25/0
Table 6: Solution times (s), memory required (Kbyte) and #ma-
jor/minor iterations for test cases.
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Stage | no aggr. | aggr. 2 | aggr. 3 | aggr. 4 | aggr. 5
1 0.0073 | 0.0068 | 0.0153 | 0.0094 | 0.0068
2 0.0391 | 0.0389 | 0.05614 | 0.0371 | 0.0301
3 0.1104 | 0.1093 | 0.1053 | 0.0896 | 0.0739
4 0.2336 | 0.2191 | 0.2066 | 0.1687 | 0.1541
) 0.5047 | 0.4576 | 0.4541 | 0.3301 | 0.4155
6 0.9963 | 0.9405 | 0.7958 | 0.7415 | 45.5003
7 1.9994 | 1.9685 | 1.4979 | 33.3550
8 3.9859 | 4.0887 | 26.5642
9 7.8155 | 21.9565
10 | 16.8250
tot | 32.5171 | 29.7859 | 29.6907 | 34.7315 | 46.1807
# iter (mayj). 10 9 10 8 8

Table 8: Effect of aggregation, WATSON 2668. Computational time (s) spent at
different stages.

Stage | no aggr. aggr. 2 | aggr. 3
1 0.0395 0.0337 | 0.0213
2 0.3883 0.3391 | 0.3065
3 1.7977 1.5464 | 19.6230

4 5.9763 11.5137

5 9.4417

tot | 17.6438 | 13.432955 | 19.9507
# iter (maj.) 12 11 8

Table 9: Effect of aggregation, LIVIA 1920. Computational time (s) spent at
different stages.
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Stage | no aggr. | aggr. 2 | aggr. 3 | aggr. 4 | aggr. 5
1 0.7669 | 0.0081 | 0.0090 | 0.0063 | 0.0054
2 0.0258 | 0.0241 | 0.0164 | 0.0104 | 0.0104
3 0.0506 | 0.0475 | 0.0306 | 0.0190 | 0.0146
4 0.0935 | 0.0892 | 0.0522 | 0.0321 | 0.0232
5 0.1917 | 0.1749 | 0.0940 | 0.0587 | 0.0692
6 0.3676 | 0.3383 | 0.1621 | 0.1212 | 4.8555
7 0.7064 | 0.6508 | 0.2909 | 3.3151
8 1.3668 | 1.2362 | 2.4486
9 2.4143 | 1.8452
10 1.0728
tot 7.0564 | 4.4144 | 3.1038 | 3.5627 | 4.9784
# iter (maj./min.) 6/20 7/20 6/14 7/10 6/7

Table 10: Effect of aggregation, WATSON 256, bounce. Computational time (s)
spent at different stages.

Stage | no aggr. agg 2 | aggr. 3 | aggr. 4 | aggr. 5
1 0.0266 | 0.0196 | 0.0296 | 0.0165 | 0.0132
2 0.1237 | 0.1279 | 0.0845 | 0.0559 | 0.0399
3 0.3277 | 0.3290 | 0.1769 | 0.1263 | 0.0840
4 0.6593 | 0.6235 | 0.3009 | 0.2172 | 0.1530
5 1.3285 | 1.2384 | 0.5555 | 0.4155 | 0.4437
6 2.5966 | 2.4228 | 0.9975 | 0.8226 | 44.1436
7 5.0231 | 4.5847 | 1.7887 | 30.8032
8 9.6266 | 8.6005 | 22.2385
9| 17.8614 | 18.2199
10 | 13.5898
tot | 51.1634 | 36.1664 | 26.1722 | 32.4571 | 44.8775
# iter (maj./min.) 11/39 8/30 8/18 7/16 7/11

Table 11: Effect of aggregation, WATSON 2668, bounce. Computational time (s)
spent at different stages.
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Stage | no aggr. aggr. 2 aggr. 3
1 0.2726 0.1296 0.0487
2 1.8902 0.9544 0.3951
3 5.6822 2.5367 18.2527

4 | 13.0135 9.8344

5 7.9559

tot | 28.8144 | 13.455069 | 18.696416
# iter (mayj.) 10/38 9/26 8/13

Table 12: Effect of aggregation, LIVIA 1920, bouncing. Computational time (s)
spent at different stages.
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Abstract

Multi-stage stochastic linear programming is emerging as a valuable tool for
addressing asset liability management problems (ALM problems). A number
of researchers have demonstrated that the method used to generate the asset
return scenarios used in the optimization has a major impact on the overall
performance of the model. Less effort has been spent on trying to determine
which assets should be used in the model. We explore the option of con-
straining the ALM model to use only a few linear combinations of the assets
at hand, and to find the best linear combinations by optimization. Our hy-
pothesis is that using such linear combinations may increase the performance
of the model when the solution found is applied to out-of-sample scenarios.
We believe our approach may be beneficial, as stochastic programming solu-
tions have a tendency to chase spurious profits present only in the scenario
tree; using artificial asset combinations should reduce this tendency, since
fewer assets imply fewer spurious profit opportunities when the size of the
scenario tree is held constant. We perform a number of tests on a simplified
ALM problem, which show that restricting ourselves to use only a few linear
combinations of assets does indeed improve performance. In fact, there is no
statistically significant benefit of using more than two asset combinations for
the model tested. This is the lowest number of synthetic assets we may have,
while still retaining the ability to change the risk-reward trade-off.

Keywords: Stochastic programming; Asset liability management; Optimiza-
tion; Finance.

1 Introduction

1.1 Background

When managing financial assets, the obvious goal of a manager is to maximize the
yield of the funds invested, while keeping the investment risk low. Usually, the



measure of risk is assumed to be static, that is, the goal of the investments does
not change over time. However, for a large subset of investment problems, the
yield of the investments is used to cover some form of liabilities. When this is the
case, advantages may be gained by managing assets and liabilities in a coordinated
fashion, resulting in an asset liability management (ALM) problem. For instance,
the management of pension funds, where contributions from the fund’s sponsor
and yields from investments are supposed to cover future retirement liabilities,
may be formulated as ALM problems. As the liabilities are dependent on the
future inflation and wages of the beneficiaries of the fund, the target of the fund
is uncertain and correlated with the development of the assets in which the fund
invests.

Lately, stochastic programming has become a popular tool to tackle ALM prob-
lems. Stochastic programming solutions are dynamic in the sense that they explic-
itly account for the fact that the investment policy of the company will change
when circumstances change. Taking these dynamics into account makes it possi-
ble to outperform static methods, such as the Markowitz portfolio optimization
technique (which assumes that the investment policy will not change during the
horizon considered). In the literature there are several examples of stochastic pro-
gramming models used for asset liability management. For instance, Bradley and
Crane [3] describe a model used for managing bond portfolios as early as 1972;
other models are described in Carifio et al. [5, 4, 6], who constructed an ALM
model to aid a Japanese insurance company, and Dempster and Consigli [7], who
applied multi-stage SP to the problem of administering assets for a retirement fund.
Dert [9] and Kouwenberg [17] have done the same in a Dutch setting, whereas Hgy-
land [13] have treated the case of pension insurance, whose ALM problem has a
slightly different characteristic. Other applications include index tracking, which
have been addressed by Zenios et al. [21], while Mulvey and Vladimirou [18] treat
more general asset management problems.

1.2 Motivation

In all the models mentioned above, except the one in Bradley and Crane [3] and
Zenios et al. [21], stochastic programming is used for strategic asset allocation,
where available funds are allocated between broad categories of assets, categories
such as stocks, bonds, real estate and treasury bills. In these models the assets
themselves are considered to be given; how they are selected is however not appar-
ent. In this paper we will explore whether these classes of assets should directly
be used in the stochastic programming model, or if benefits may be obtained by
artificially creating other classes of assets, in effect reducing the space of possible
investment strategies.

This type of approach has been investigated by Gaivoronski and de Lange [11].
They use an ordinary multi-stage stochastic programming model, with the addi-
tion that free trade is only allowed at stages 0 and 1. For all stages after stage
1 the fractions of wealth invested in different assets is required to be the same
as in stage 1, giving a fix-mix strategy (with different asset proportions in differ-



ent parts of the tree) According to their work, locking the assets in this fashion
gave a better overall performance, compared to fully dynamic stochastic program-
ming. Well worth noting is that when Gaivoronski and de Lange optimize the
dynamic/fix-mix hybrid policy, they do this using a larger scenario tree than the
one used for the fully dynamic solution. The reason for using different scenario
trees is that the fully dynamic model is more computationally challenging, and the
authors try to determine which approach is the best when the limiting factor is
the available computational time. The main difference between our work and the
work by Gaivoronski and de Lange is that they try to determine if fully dynamic
solutions are worth the computational effort, whereas we try to determine if the
fully dynamic solution may be improved by creating artificial constraints. We feel
that the solution may be improved, as too many degrees of freedom in a stochastic
programming model may cause the solution to adapt to peculiarities in the scenario
tree representing the underlying distribution, rather than to the general properties
of the underlying random distribution the scenario tree is supposed to reflect.

In order to carry out our investigations into the asset aggregation problem, we
construct a bare-bones ALM problem. The problem is designed to be as simple as
possible while still retaining the basic property of an asset liability problem; the
goal is to invest means which are used to honor uncertain liabilities. Our interest in
this problem stems from our wish to simplify our model of a Swedish life insurance
company (described in Altenstedt [1]), but for simplicity we abstain from using the
full model, as its complexity might hide the question we wish to treat.

1.3 Preview

In Section 2 we give a general description of how an ALM problem is structured.
In Section 3 we classify the different simplifications that need to be made in order
to make the general ALM-problem computationally tractable, and motivate why
sometimes further reducing the already simplified problem might give solutions that
are closer to the optimum of the unreduced problem. Two of the simplifications,
namely the discretization of the distribution and the aggregation of assets, are
discussed in Sections 3.4 and 3.5, respectively. We give a description of the simple
ALM problem used in our tests in Section 4. In Section 5 we describe the tests
performed and conclusions drawn in Section 6.

2 The canonical ALM problem

As mentioned above in Section 1.1, ALM models are designed to address the prob-
lem where funds are to be invested to cover future liabilities. In reality, there exist
thousands upon thousands of possible assets between which an investor may divide
their means, the price of which may change at any time. In addition, trading may
be performed at each instance in time (with restrictions due to the closing of mar-
kets, etcetera). In order to simplify the formulation, we assume that decisions may
only be taken at a discrete and finite set of times. As this set may be arbitrarily



large we do not lose any significant generality. We further assume that the asset
prices and other exogenous data such as liabilities are not influenced by the ac-
tions taken by the fund. Using these assumptions, we may formulate the full ALM
problem faced by the fund managers as

min - fo(zo) + Ef [mﬁén) A(T1(&),&) +ELe, [zﬁén) fo(T2(&2), &2)

oo B [ min fr(Fr(r). )]l (1a)
s. t. Z't(ft) GXt(?tfl(ftfl),ft), t= 1,...7T. (].b)

where we introduce the following notation:

ft objective at time ¢ (typically including penalties for unde-
sirable conditions, and rewards for assets owned),

T number of time-stages,

& all random information available at time ¢,

xe (&) decision variables at time ¢ (typically what is bought, sold
and owned),

(&) all decisions made up to and including

time ¢, 7¢(&) = (zo,21(&1) ... (&),
Xi(Z-1(&-1),&)  feasible set at time ¢ dependent on random information and
earlier decisions,

P probability measure giving the probability of different out-
comes.

In this formulation we have assumed that the decision at time ¢ is taken directly
after the random information at this time becomes known. All random variables
in the problem are defined on a standard probability space, (2, %, P). Here, Q is
the space of all possible outcomes, % is the algebra of all possible events on this
space, generated by all possible outcomes of ¢, and P is a probability measure,
giving a probability for all events in &.

3 Reducing the full problem

3.1 Introduction

The full problem described above need to be further reduced in order to make it
computationally tractable. The reduction of the problem may be done in at least
four different ways:

1: The number of points in time when decisions can be made can be reduced,
for instance by allowing the fund manager to change investments and other
decisions fewer times per year. This category of simplifications also include
reducing the total length of the problem by reducing the horizon.



2: The objective function may be changed, in order to make it easier to evaluate.
For instance, a convex function may be replaced by a piecewise linear convex
approximation.

3: The number of assets in which the fund may invest may be reduced, giving
a lower number of variables. Removing assets from consideration may be
seen as restricting the maximum owned amount to 0 for the removed assets.
Hence removing assets simply makes the feasible set of the problem smaller.
In the same fashion, aggregating several assets into wider aggregate assets,
such as a stock index, may be accomplished by adding linear constraints
to the model, fixing the proportions of different types of assets owned to
predetermined values. We will refer to aggregating assets in this fashion as
creating a synthetic asset, as the linear combination of a number of assets
might be seen as yet another asset, which is bought and sold as an ordinary
asset. Again, this aggregation results in a reduction of the feasible set.

4: The random distribution of possible outcomes may be simplified. Typically,
this is done by discretizing the space of possible outcomes, reducing the pos-
sible outcomes to a scenario tree. As the probabilities of different possible
outcomes are given by the probability measure P, discretizing the space of
possible outcomes is the same as changing the measure P to a measure P,
where the support of P consists of finitely many outcomes.

In this work we concentrate on changes of type 3 and 4, and refer to a problem
instance by the pair {X, P}. Here, X is the feasible set and P the probability
measure defined over the space of possible outcomes 2. Hence, changes of type 3
and 4 will affect X and P respectively. We illustrate the importance of looking at
the two restrictions in tandem with a small example.

Consider a one stage investment problem, where the random yields are dis-
cretized using a number of scenarios (we assume that the actual distribution of the
yields is known). In this problem there are many different stocks and bonds avail-
able to an investor. If the set of scenarios is not good enough to accurately describe
all possible outcomes of the investments, there will exist investment opportunities
that seem good under the probability measure defined by the scenarios (]5), while
performing worse under the true probability measure (P). If the investor exploits
these opportunities, he/she might end up with an investment portfolio which per-
forms well under the measure P, but badly under the measure P. If we restrict
trade only to an index of bonds and another index of stocks, the investor no longer
has an opportunity to exploit these false investment opportunities, and will choose
a portfolio which will perform worse under the assumed probability measure P,
but better under the real probability measure P.



3.2 Errors for two stage problems

If we initially restrict ourselves to two-stage versions of the problem (1), we may
define the value of the recourse problem as

9(wo,§) = minimum fi(zo,z1,§). (2)
z1E€X1(20,8)
In this section we confine ourselves to make restrictions of the feasible set only at
stage 0. Hence, the value of the recourse problem is not dependent on which feasible
set is chosen. Using (2) we may define the objective function in the deterministic
equivalent problem as

F(zo, P) := fo(wo) + E?[g(zo,é)] (3)

We further define an optimal stage-0 solution when using the feasible set X and
the measure P as

x5 (X, P) € argén;n F(zo, P). 4)
o

For simplicity we assume that this solution is uniquely chosen whenever the optimal
set is not a singleton.

In order to quantify the errors arising from changes of type 3 and 4 we introduce
the notions of restriction error and discretization error. The discretization error is
taken from Pflug [19], and it is defined as

dx (P, P) := F(z}(X, P), P) — F(z}(X, P), P).

The value dx (P, 13) describes the loss from using the first-stage solution obtained
by using the probability distribution P instead of the optimal first-stage solution.
(This corresponds to a change of type 4 above.) Note that the discretization error
is dependent on which feasible set is used.

The restriction error gives the loss from restricting the first-stage feasible set
from X to X C X (a change of type 3 above). It is defined as

TP(X7X> = F(:Z}S(X,P),P) 7F(I8(X7P)7P);

by optimality, we know that the restriction error increases monotonically with
stronger and stronger restrictions on X. Note that we must specify under which
probability measure the expectations are taken.
Furthermore, we define the total error from making the two changes simultane-
ously as
a(X,X,P,P) := F(z}(X, P), P) — F(z}(X, P), P).

By adding and subtracting F(z%(X, P), P) in the right hand side above we see that
the total error may be expressed as the sum of two errors:

a(X,X,P,P)=dg(P,P)+rp(X,X).

(=]



Note that we, in this expression, must use the discretization error measured using
the restricted feasible set X. This means that we may actually get a smaller total
error by restricting the feasible set from X to X, as long as an increase in the
restriction error is compensated by a decrease in the discretization error

Note further that while the discretization error will increase monotonically with
stronger and stronger restrictions of the feasible set, the discretization error has
no no such monotonicity property. It is however reasonable to assume that the
discretization error will decrease with stronger restrictions on the feasible set, as
a smaller set reduces the possibility to exploit imperfections in the scenario tree.
Hence the total error should (naively illustrated) look approximately like the curve
in Figure 1.

S

Figure 1: Changes in the restriction and discretization error.

3.3 Errors for multi-stage problems

When we move to three-stage problems, the situation becomes more complex.
When a multi-stage stochastic programming model is used, it is used in a rolling
fashion. One set of simplifications of the feasible set and probability measure is
used to obtain the first-stage solution. Once the first random outcome is revealed, a
new scenario tree is generated conditionally on this outcome, and the second stage
decision is obtained, possibly using another restriction of the feasible set. The
first-stage solution clearly is influenced by the choice of probability measure and



the choice of feasible set for the first, second and third stages. The second stage
solution is influenced by the first-stage solution, the probability measure chosen,
and the feasible set for the second and third stages. Note that the second stage
feasible set used to obtain the first-stage solution may be different from the second
stage feasible set used to obtain the second stage solution. For multi-stage prob-
lems, the situation becomes even more complicated, and hence we abstain from
deriving expressions for these errors, settling for a less rigorous approach.

If we look at the problem (1), we see that we may define the values of the
recourse-problems recursively as

gr(T7-1,é7, X, P) = min fr(Zr-1,27,é7) (5a)
_ er€EXT(@r-1,T) -
gt(T'1-1,&, X, P) = min (fe(T 1,24, )+
ﬂEtIgXt(ﬂEt—lafr,)_)
Ee e, (9601 (T i1, e, S0, X, P))). (5b)

We use this recursion to define the objective function of the deterministic equivalent
problem as

Fo(zo, X, P) := fo(xo) + E{ [g1(0, &1, X, P)]. (6)

In the previous section all errors in F' stemmed from the probability measure
used; the function g was assumed to be correctly specified. In a multi-stage problem
this can no longer be true, as the choice of probability measure and feasible set will
affect g;. When we use the function F{ to obtain a first-stage solution, we should
choose our reduced set, X, and probability measure, P, so that g1(xo0, &1, X, 15) is
a good approximation of g1(xg,&1, X, P), since errors in the definition of g; will
induce errors in the first-stage solution. In the same fashion, errors in go will induce
errors in g;. Hence, at stage ¢, the size of the feasible set should match the quality
of the scenario tree (i.e., the number of branches) at this stage if we are to obtain
as good an estimate of g; as is possible. As it is common to use scenario trees
with a higher number of branches near the root, this indicates that the feasible
sets should be smaller and smaller further down the scenario tree, in order for the
feasible sets to match the branching of the scenario tree.

3.4 Discretization

If the space of possible outcomes 2 in (1) above is infinite, then so is the number
of possible decisions z7(£7) that need to be considered when solving this problem.
As mentioned above in Section 3 the space of all possible random outcomes must
be discretized in order to make the problem computationally tractable. Many dis-
cretization methods exist, ranging from simple ones such as random sampling from
the distribution (if the distribution is known) and random sampling augmented
by variance reduction techniques (see Higle [12]), to complex schemes where the
distance from the discretization P to the probability measure P is minimized (see
Pflug [19]). A good overview of different scenario tree generation techniques is
given by Kaut and Wallace [16].



In this work we fit the scenario tree using optimization, as suggested by Hgyland
and Wallace [15], as Kouwenberg [17] has found this method to perform well without
being overly complex.

3.5 Asset class selection

A fundamental part of the specification of an ALM model is the consideration of
which assets or classes of assets to consider. A small number of assets will not give
enough freedom to the model to find a good solution. The extreme case is a single
asset, reducing the problem to simulating the development of a strategy consist-
ing of periodically rebalancing the portfolio to a predetermined asset mix. Here,
no optimization is done at all; the only feasible solution is the optimal solution.
Towards the other end of the scale, adding a large number of assets will give the
model more freedom, but requires us to make the scenario tree wider in order to
capture the probability distributions of different investment outcomes accurately
enough. A common requirement on a scenario tree is that it is free from arbitrage
opportunities. In order to achieve freedom from arbitrage, the number of branches
in the scenario tree at every point must be at least as many as the number of assets,
accentuating the need for wider scenario trees when the number of assets increases.

Therefore, an important point of discussion when specifying our model is which
assets or asset classes to choose. Traditionally, asset classes are aggregated accord-
ing to category; one aggregate asset is created for stocks, one for bonds, one for
real estate and so forth, possibly further divided by markets. This kind of division
is used in the models described in [5, 4, 6], [13], [9], [18], and [7]. The rationale
behind doing so is usually that it simplifies the problem statement when laws and
regulations pose restrictions on the ownership of different asset classes. However,
nothing stipulates that the optimal aggregate asset classes must consist of only
one type of asset (e.g., stock or bond). Even if we wish to retain the rule of only
one type of asset in an aggregate class, we still need to choose which sub-assets
to aggregate, and in which proportions. We believe that gains may be made by
taking into consideration not only the assets’ internal correlation, but also the co-
variances of the aggregate classes and the correlation between aggregate classes
and the liabilities. We return to this question in Sections 5.5 and 5.6.

4 A simplified ALM model

In order to test the ideas presented above, we construct a simple ALM problem.
We imagine a fund manager required to cover a reserve by investing given funds
in different asset classes. In addition, money flows in and out of the fund in a
deterministic manner. If the funds are not sufficient to cover the reserve, a penalty
is imposed. The penalty is progressive and has a number of levels (security factors).
For instance, one level requires the funds to exceed 115% of the reserve, and a
penalty is imposed proportionally whenever the total assets owned does not exceed
this level. This allows us to specify the problem as follows:



Notation

T Time horizon.
T=0,1,...,7 Set of time-stages.

teT Decision stage.

I Set of asset classes.

Q Set of penalty levels.

Variables

zt Amount of assets class ¢ owned at time ¢.

yit Amount of assets class ¢ bought at time ¢.

Yl Amount of assets class i sold at time ¢.

zé Violation of penalty at level ¢ at time t.

vt Total assets owned before trade at time ¢ (no trading is performed at

the last stage).

Parameters

pt Net payment inflow /outflow at time ¢.

Vi Transaction cost of asset 4.

Pk Price development of asset ¢ from time ¢ — 1 to time t.
T; Initial assets.

st Penalty of level ¢ at time t.

fq Security factor of level q.

R Reserve requirement at time ¢.

The ALM model

max E[vT — Z Z shze), (7a)

teT qeqQ R
st > (- w) -yt )l =p, teT\{T}, (7b)
el
y11+—y11_+5?z=$11a 'LGI, (7C)
Yyt —ylm +plal T =2t delte2...T—1, (7d)
pl—i—Zii:’Ul, (76)
i€l

P> pital =0t re1. T -1, (7f)

el
zg TV 2[R, teT q€Q, (7g)
z,y,2>0. (7h)
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In this problem, the objective function measures the total wealth at the terminal
period minus the penalties incurred in all periods. The constraint (7b) is a cash
balance constraint, guaranteeing that the net proceedings of purchases and sales
equal the external inflow /outflow of capital. The asset development is modeled by
(7c)—(7d) and states that the amount owned at a certain time is the amount owned
at the previous time times the price development, to which trade is added. The
amount of all assets owned before trade is given by the equations (7e)—(7f).

Finally, the equation (7g) states that we must cover the reserves by a certain
margin, or face a penalty. Note that the last stage of the problem is simply an
evaluation; no trade is done at this stage. As the restrictions of the feasible set
consists of adding constraints on the assets owned after trade, no restrictions are
made to the final stage, just as assumed when we derived the errors in Section 3.

4.1 Aggregating asset classes by constraints

As we wish to explore the effect of using a limited number of synthetic assets in
problem (7), we explicitly add constraints to restrict which assets may be owned,
creating a second version of the model described above. In this model we add
constraints for all but one of the assets. The rationale behind excluding one asset
is that if we were to add constraints for all assets, we would get a set of linearly
dependent constraints, making the problem infeasible if the constants c;; do not
sum to exactly 1 for all k. As all assets owned now will belong to a synthetic
asset, the variables z! are replaced by zf,, giving the amount owned of basic asset
i belonging to synthetic asset k& at time t. The problem is further modified by
adding the following notation:

K The set of synthetic assets, in which we may invest.

I All basic assets except one. One asset is exempt from this
set in order not to create linearly dependent constraints.

wh The total value held in synthetic asset k after trade at time
t.

Cik The prescribed fraction of synthetic asset & which should

be held in the basic asset 7.

For a fixed value of ¢ the model now becomes:

g(c):== max E[pT — Z spzel; (8a)
teT,qeQ .
st Yyl (—y) -yl (L +w) =p, teT\{T}, (8b)
iel

yi1+_yz'17+-’fizzleka iel, (SC)

keK
gyl et Y alt=>"al, ielte2. . T—1, (8d)

keEK keK
P+ Ei=0l, iel, (8e)

icl

11



P P> =0t ieLteT\{T}, (8f)
el keK

z,+v' >R, teT,qeq, (8g)

wh=>Y al, teT\{T},keK, (8h)
el

whei =1k, teT\{T},iel, ke K(8)

z,y,220. (8))

Here, the constraint (8h) aggregates the total assets owned in each of the synthetic
assets and the constraint (8i) makes sure that the prescribed asset fractions are
kept. As remarked above, we do not prescribe a fraction for the first basic asset,
as prescribing fractions for all basic assets would give a set of linearly dependent
constraints. Instead the first asset will absorb the funds not assigned to other
assets, and hence a fraction of 1 — 3", i Cik will be invested in the first basic asset
in synthetic asset k.

Naturally, creating synthetic assets by adding extra constraints will make the
problem larger and harder to solve. As an example, we may take a problem instance
used later in our numerical experiments. In these, we have a 5-stage problem with
7 assets and 6400 scenarios. If we use no artificial assets, the size of problem
(7) is 30,569 rows and 86,379 columns. If we add 3 artificial asset classes, the
dimension of the problem increases to 67,886 rows and 116,588 columns. Note that
the approach with adding constraints to define the linear combinations of assets is
not entirely necessary. It would be perfectly possible to use problem (7) directly,
substituting the assets I by a set of synthetic assets I, each synthetic asset having
price development p!. The constants ¢;; would then be used to give the price
development of the synthetic assets as

pr=>_ ciph

icl

Further below, we show how the optimal value g(c) [defined by (8)] might be
differentiated with respect to ¢ (under certain conditions). In the alternative for-
mulation, we may differentiate g(c) with respect to p and use basic calculus to
obtain the derivatives with respect to c. The reason why we do not use this simpli-
fied formulation is twofold. Firstly, transaction costs will not be captured correctly
in the reduced model formulation, as we may sell basic asset i as part of selling
synthetic asset k£ € K while buying the same basic asset as a part of selling syn-
thetic asset k € K. Secondly, for implementation reasons, the dual variables for
the constraints (7d) and (7f) are not directly available when the model is solved
using nested Benders decomposition, as these constraints span more than one time
period. Both these concerns might be addressed, the first by formulating only the
first stage using explicit constraints defining the linear asset combinations, and the
second by improving the solver.
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4.2 Optimization of synthetic assets

The problem (8) contains a number of parameters ¢;; which define the synthetic
assets. In order to determine a good set of synthetic assets, we consider the optimal
value of problem (8) to be a function of these parameters and formulate the problem
to

maximize  g(c), (9a)

subject to Z cik<l—€ keK, (9b)
iel .

cik >0 iel,kc K. (9¢)

The e perturbation is present to avoid numerical difficulties. If the fractions of ¢
sum to something larger than 1, the problem (7) will become infeasible, and if they
sum to exactly 1 the constraints of (7) will become linearly dependent. In order
to avoid these situations, we set ¢ to something a couple of orders of magnitude
larger than the machine precision. Perturbing the constraint (9) in this fashion is
equivalent to setting a lower bound of € on the fraction of the available means that
is invested in the first asset, something that will have a minor impact on our results
as long as € is small.

Note that the values of ¢ are considered to be parameters in (8) but variables
in (9). In order to optimize (9) with a gradient descent method, we need to differ-
entiate g(c) with respect to ¢, that is, differentiate the optimal value of (8) with
respect to changes to elements in the constraint matrix. As is noted in Dantzig
and Thapa [8] in Section 7.6, a derivative of the optimal value for the problem

minimize z = d'w, (10a)
subject to Az = b, (10b)
x>0, (10¢)

with respect to the matrix coeflicient A;; is given by

oz*
O0Ak;

. * ok
= —TExy,

subject to certain non-degeneracy conditions. In this expression, 2* and 7* denotes
the optimal primal and dual solution solution to (10), respectively.

In order to optimize (9) we use a gradient projection approach combined with
an Armijo step-length rule (see Bertsekas [2]) and terminate when the norm of
the projected gradient of g(c) falls below a certain threshold. We obtain the value
of the gradient from the expressions above. In order to avoid being caught in a
local minimum, the optimization procedure is restarted from a number of random
positions.
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5 Numerical tests

5.1 Questions

As mentioned previously, we would like to explore whether aggregating assets in
different ways has a significant impact on the performance of our model, when the
obtained solutions are applied to out-of-sample scenarios. The questions we pose
are:

e If we reduce the number of assets allowed for trading, how many synthetic
assets are appropriate?

e When assets are aggregated into wider classes, should the aggregation be
applied for all stages or should the first stage be excluded?

e If we reduce the number of assets by aggregation, should this reduction be
made as a partitioning, or should a single asset be allowed to belong to several
classes of aggregate assets?

e When we are aggregating assets into synthetic assets, do we benefit signifi-
cantly from using the procedure described in Section 4.2 compared to simply
using Markowitz’s method?

In the second question we only consider exempting one stage from the require-
ment to invest in the linear combinations. The reason for using linear combinations
is to prevent the stochastic programming solution from chasing spurious profits
present only in the scenario tree, resulting in bad solutions when the full under-
lying random distribution is considered. In the scenario trees used in this work
as well as in others (see for instance Dempster and Consigli [7], and Hgyland and
Wallace [14]), the first stage has a larger number of branches than the rest of the
scenario tree. The first stage is given a greater number of branches as the decision
made in this node will be used, while the only value of solutions in later nodes are
the effect these solutions have on the first stage. This means that the SP solution
should have a lower tendency to chase spurious profits in the first stage of the
scenario tree, and hence that it may prove beneficial not to restrict that stage.

5.2 Testing environment

In order to answer our questions, we construct a micro-world, in which there ex-
ists only 7 asset classes, which are to be used to cover one reserve requirement.
The correlations and expected values for these assets are given in Table 4 and 5 in
Appendix A. The correlations are taken from real-world data of Swedish assets,
whereas the means are adjusted, as the rather short (10 year, 1990-2000) data sam-
ple used had higher yields than experience indicates are reasonable. (For instance,
Swedish stocks yielded an average of 19% per year during the period 1990-2000,
in contrast to the long term value of 9.5% for the period 1918-1990 as given by
Frennberg and Hansson in [10].)
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For this study, we assume that the assets and the reserves have a jointly log-
normal distribution. (This assumption serves the purpose to simplify the scenario
generation process.)

Scenario tree generation In order to reduce the spurious differences between
different methods caused by badly specified scenario trees, we optimize the trees
to fit the statistical properties of the underlying distribution. This fitting is done
using Matlab, giving us a large set of optimized set of outcomes with 40, 20, 16, 10
and 4 members. When the number of descendants is larger than or equal to 16, we
fit the four lowest moments, as well as the covariances between the assets. When
10 descendants are used, the three lowest moments and the covariances are fitted.
With only 4 descendant nodes, the two lowest moments are fitted. A tree is then
constructed by randomly picking from these sets of outcomes, to generate a tree of
the desired size. If we are to have more than 40 branches in one node, we combine
a number of sets of optimized outcomes. We may simplify the scenario generation
process in this fashion since we assumed that the distribution of the asset yields is
stationary, and hence that this distribution does not change from node to node.

Rolling horizon simulations In order to test whether there is a significant
difference between different asset aggregation methods, we conduct rolling horizon
simulations. In rolling horizon simulations, the effect of actually using the optimal
solution of our ALM problem is investigated, using simulated scenarios. In these
simulations, we use a time horizon of 4 years. The process works by generating
a number of test scenarios using random sampling from the distribution of the
random parameters. For each of these scenarios, we apply the following procedure:

0: Set t =0 and go to step 2.

1: Use the sample-path and the state of the company just after the decision at
time ¢ — 1 to generate the state of the company just before a decision is made
at time t.

2: Use the state of the world of the current sample-path at time ¢ to generate a
scenario tree. The length of the scenario tree is adapted to last to the end of
the simulation.

3: Optimize over the tree, generating a decision for the company at time t.
Use this decision to determine the state of the company after the decision is
made at time . Store information of the state of the company just after the
decision.

4: If t < T then set t := ¢+ 1 and go to 1.

5: Use the stored states of the company to determine total penalties and the
terminal value of the company, which are used to evaluate the success of the
scenario.
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The value of a scenario is defined by the total asset value at the end of the
simulation, from which we deduct all penalties incurred during the way.

In step 2 above, we stated that the length of the scenario tree should be adapted
to the remaining length of the scenario. In order to reduce the length of the scenario
tree, we remove the last stage and increase the number of branches in the first stage,
keeping the number of scenarios constant.

The methods are tested on 3000 scenarios, for 4 periods of time. The trees used
have 6400 scenarios, and the four period tree branches 16, 10, 10, 4 with shorter
trees generated as previously described. In order to eliminate random contributions
to the differences in performance between methods, the scenarios used and the
scenario trees used are identical in all cases.

Test scenario generation and statistical test When performing rolling hori-
zon simulation, the results of a single method will vary greatly between different
test scenarios. In order to compensate for this disturbance, we will compare dif-
ferent methods on a scenario to scenario basis. To further reduce the errors, we
will use antithetic samples for our test scenarios, and hence we will compare differ-
ent methods by comparing their difference in performance over a pair of antithetic
scenarios. Since the difference between the different methods used is rather small,
we employ a T-test to determine if the mean difference between two methods is
statistically significant. Hence we first average our results over the antithetic pairs,
and then apply a pairwise T-test to the resulting samples, in order to determine if
the observed difference is statistically significant. The test statistica reported in all
tables is the probability of getting a larger deviation from 0 than the one obtained
in the test, given that the two methods give the same mean value, evaluated over
the continuous random distribution.

5.3 Question 1: on the reduction of the number of assets

Earlier we have described why it might be beneficial to reduce the number of assets
held in an asset liability problem. In this section we try to determine the optimal
number of linear combinations of assets to hold. We do this by testing using 1, 2,
3, 4, and 7 different asset combinations. When we are to hold 7 different assets
classes, we simply use the original ALM problem (7). For the cases of 1-4 assets,
we use the model described in (8).

In the optimization, the function g(-) in (9) is defined as the optimal value of
the problem (8) evaluated over a 4 period tree. The tree over which we evaluate
branches by 40, 16, 16 and 10 in the consecutive stages, giving the tree a total of
102,000 scenarios. This tree is chosen larger than the trees used in the simulations,
in order to lower the impact of the choice of this tree on the overall solution.

As the problem (9) is probably not convex, we can not guarantee that the
solution found is optimal. In our experiments we do however obtain approximately
the same asset mixes a majority of the times when starting from a number of
different random starting points. The number of local minimums does however
seem to increase with the number of asset combinations, as may be expected.
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Number of assets | 1 2 3 4

2 0.0006

3 0.0005 | 0.33

4 0.0104 | 0.26 | 0.034

7 0.029 | 0.67 | 0.40 | 0.73

Table 1: Test statistica value for different combinations.

If we observe the synthetic assets obtained in this fashion, we get the results
in Figure 2. In this figure the synthetic assets are ordered in descending order
according to their use in the root node of the asset search problem.
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Figure 2: Funds used (ordered after decreasing use).

The funds obtained in the manner described above are then used unaltered
throughout our simulations. In order to evaluate how well the chosen funds per-
form, we run 3000 simulations using the rolling horizon technique described in
Section 5.2. The results from these runs are shown in Figure 3.

Although the number of different linear combinations is rather low, we see
that we get the expected pattern of an increase in performance when the model
is given a larger number of degrees of freedom, whereas the performance drops
when the higher degree of freedom allows the solution to start adapting to the
specific scenario tree used. As the difference between the different methods is rather
small, we use the statistical test described above to generate Table 1. As might be
seen from this table, not many of the differences are statistically significant when
synthetic assets are applied at all stages (although the differences between using
no synthetic assets and applying synthetic assets the second stage are significant).
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Figure 3: Results from asset reduction, simulation value as a function of the number
of assets used.

Number of assets | gain T-test statistica
2 0.0023 | 0.062
3 0.0016 | 0.17

Table 2: Gain from excluding stage 1 from synthetic assets.

5.4 Question 2: On when to apply asset combinations

As mentioned previously in Section 1.2 Gaivoronski and de Lange [11] experiment
with an investment policy that is a hybrid between a fix-mix policy and a fully
dynamic stochastic programming solution. They form this hybrid by letting the
model freely choose an asset mix for the first two stages, but at the third and later
stages, the asset mix i rebalanced to the asset mix chosen at the second stage.
Inspired by this idea, we wish to see if performance is improved if we exempt
the first stage from the requirement of owning only a limited number of linear
combinations of assets. We try this for 2 and 3 linear combinations, as these
number of combinations gave the best results in the previous case. The results are
given in Figure 3 and Table 2.

As might be seen from Table 2 our results show that performance is gained
from excepting the first stage from using synthetic assets. Well worth noting is
that if we compare the use of two synthetic assets applied at stage 2 to no use
of synthetic assets from the previous question, the difference in objective function
value is 0.0061. Using the same pairwise test as earlier, the probability of getting a
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larger difference given that the two strategies are equivalent is 5e-4, showing that
we most certainly do gain from using synthetic assets. In Figure 3 we now see the
expected pattern of a top in performance for a somewhat restricted feasible set,
in between a problem with a highly restricted feasible set, and a problem with no
restrictions on the feasible set.

The difference in objective function value might seem small; it corresponds to
increasing the yield of the assets by 0.1% without an increase in risk. Although
this difference is small, it is not negligible.

5.5 Question 3: On strict partitioning versus overlapping
synthetic assets.

As mentioned earlier, when aggregating assets into larger funds which are to be
used at the strategic level of the asset allocation, it is not clear that the division
into aggregate classes should be made as a partitioning, with each basic asset
belonging to only one synthetic asset. On the contrary, when the synthetic assets
were optimized in the previous case, for the case of two funds, both funds contained
more than 5% of assets 2, 4, 6 and 7. In order to test whether forcing the synthetic
assets to define partitions will make the solution better or worse, we divide the
assets into high-risk (assets 3,4 and 6) and low risk (assets 1, 2, 5 and 7), based
on the standard deviation of their yields. We now optimize two synthetic assets
in the same fashion as in case 1, while making sure that one fund contains only
high-risk assets, and one fund contains only low-risk assets by imposing constraints
on c. The funds so obtained are given in Figure 4. For comparison we show the
synthetic assets obtained when a partitioning is not required, and the synthetic
assets are allowed to overlap.

As the previous case indicated that excepting the first stage from using synthetic
assets was beneficial, we do so in this case as well. When we do not allow the
synthetic assets to overlap, the difference in performance between the two divisions
becomes 1.0e—4 in favor of the partitioning. The T-test gives us that the probability
of obtaining a larger difference if the two methods are equivalent is 0.94. Hence
there does not seem to be any difference if we allow the assets to overlap or not.

5.6 Question 4: On the usefulness of optimizing aggregate
assets within a scenario tree

The previous question concerned the effects of aggregating assets as a strict parti-
tioning. The proportions of the basic assets to be included in the synthetic assets
were determined via optimization, where we tried to find the synthetic assets which
gave the best results when used in problem (8). As this procedure is rather com-
plex, we would like to determine if we might get better, or at least not significantly
worse results, by using the classical Markowitz optimization procedure. In order
to compare asset classes created using optimization over the tree and asset classes
created using the Markowitz method, we naturally need to construct asset classes
using the latter method. In order to make a comparison with optimization over the
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Figure 4: Funds used (partitioning versus with overlap).

tree possible, we make sure that the low-yield and the high yield assets constructed
via Markowitz optimization has the same expected yield as the ones generated using
strict partitioning in Section 5.5 above. The Markowitz optimization is performed
in two ways. In the first case, we assume that we have one unit of money to invest
in the assets, and we do this in the way that will minimize the standard deviation
of our yield, given that we get the desired average yield, an approach that will
ignore the reserve requirements. In the second case, we assume that we have one
unit of assets which is used to cover one unit of the reserve, and we try to minimize
the standard deviation of the surplus. These two methods may be seen as using
the liability hedging credit of Sharpe and Tint [20], with the weight of the liability
hedging credit set to 0 and 1, respectively.

Using the two versions of Markowitz optimization, we obtain the synthetic assets
given in Figure 5. As previously, we run rolling horizon simulations for the two new
sets of synthetic assets, and the results from these tests are given in Table 3. We
see that there is no significant difference between using the Markowitz optimization
with consideration to the reserve, and optimizing over the tree. There do however
seem to be a difference between optimizing over the tree and using the Markowitz
method without considering the reserve.
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Figure 5: Funds found with Markowitz optimization, vs. funds from Section. 5.5.

Mean value
Markowitz, reserve Opt. over tree | Markowitz, no reserve
1.4847 1.4848 1.4827

Statistical significance

Opt. over tree | Markowitz, no reserve
Markowitz, no reserve | 0.08
Markowitz, reserve 0.89 le-4

Table 3: Test statistica value for Markowitz optimization vs. optimization over
tree.

6 Conclusions and further work

6.1 conclusions

In this article we have shown that reducing the number of asset classes by allowing
trade in only a limited number of linear combinations of assets (termed synthetic
assets) increases the performance of an asset liability model. We further found
that the model should not be constrained to using the synthetic assets at the root
node of the problem, as the higher number of branches commonly used at this stage
should provide a good enough description of the possible random outcomes to make
artificial restrictions of the feasible set superfluous, if not directly damaging.
Furthermore, the optimal number of assets was low; the best results where
obtained using only two synthetic assets. In retrospect, this is not surprising. The
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main purpose of a multi-stage ALM model is to make it possible to change the
risk-reward tradeoff in the future, depending on the state of the company and
the world, and consider these future changes when todays decision is made. The
simplest model allowing such changes is a model with two synthetic assets.

In addition to searching for the optimal number of synthetic assets, we examined
if the aggregation into synthetic assets should be done as a partitioning, or if an
overlap should be allowed. As we were not able to show any difference between
no overlap and overlap, we conclude that this decision should be based on other
criteria. (As it is simpler to use non-overlapping assets, we will probably do this
in the future.)

The primary method of aggregating assets into synthetic assets in this work
has been to find the synthetic assets which give the best objective value over an
instance of the stochastic linear programming model. Our experiments do not in-
dicate that this method outperforms the Markowitz portfolio optimization model,
provided however that the latter is extended to take correlations with the reserve
into account. From the experiments it is clear that there is a significant disad-
vantage to not include the reserve considerations when the synthetic assets are
determined. If we in the future use the Markowitz model, we must however deter-
mine how the trade-off between risk and yield should be made when the synthetic
assets are created. Right now the yield for the two synthetic assets were taken from
the funds obtained via optimization over a scenario tree.

Well worth noting is that the increased performance we experienced when using
synthetic assets is not the only benefit. As for most optimization problems, the
computational prize of solving a stochastic programming problem increases with
the dimension of the problem. If the number of assets in the problem is reduced,
so is the size of the optimization problem. Hence aggregating assets makes it
possible to increase the number of discretization points used in the scenario tree,
or the number of stages in the tree, without increasing the size of the problem. As a
better description will give more accurate solutions, aggregating asset classes would
have a positive effect even if a solution from an aggregated problem performs just
as well as an unaggregated one, since aggregating assets would allow us to solve
problems with larger scenario trees without using more computational resources.

6.2 Further work

In this work, the asset fractions are enforced using artificial constraints, for reasons
explained in Section 4.1. A better approach would probably be to let the model
trade directly in the synthetic assets, as this significantly would reduce the number
of variables.

Furthermore, as we did not find a significant advantage of using asset classes
created by optimization over the scenario tree compared to using Markowitz port-
folio selection method, it would probably be better to use the latter method, as it
is simpler. However, it still leaves us with the problem of how to choose the value
of risk used in this method. A possible approach is to use dual information from
the stochastic programming ALM problem. In order to illustrate this approach,
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we assume that we have a simple two stage stochastic programming ALM problem
with N scenarios. The problem includes only two synthetic assets and one reserve
requirement. The yield of the assets for scenario 7 are given by the constants a;
and b;, and the reserve for scenario 7 is given by s;. In the way described in Section
4.2, we may obtain the change in optimal objective value if we make a marginal
change to the parameter a;; we denote this change a}. By summing a} over ¢ we
obtain the value of marginally changing the yield of the low-yield synthetic asset.
In the same fashion, the expression

SN | af(a; — Ela))
2

gives the change in the objective function value if the variance of the low yield asset
is increased marginally. Similarly, we may obtain the value of marginally changing
the correlation between the low-yield asset and the reserve requirement, as well as
information regarding the high-yield asset. This dual data may now be used in a
Markowitz optimization to find new low yield and high yield assets, which are to
be used in the stochastic programming ALM problem. As the value of correlating
the yield to the reserve probably would be different for the low-yield and the high-
yield asset, this is equivalent to using different liability hedging credits for the two
synthetic assets.

In this work we have assumed that the random distributions are stationary. If
this is not the case, we may have one Markowitz problem for each node in the
scenario tree, adapting the low and high yield asset to the conditions in each node,
possibly obtaining better performance.

Furthermore, in this work, we have only studied how the synthetic assets should
be constructed in order to prevent the solution from chasing spurious profits. How-
ever, once the synthetic assets are determined, the scenario tree need no longer
provide an accurate approximation of the correlations and yields of the basic as-
sets, all that is needed is a scenario tree which accurately describes the moments
and correlations of the created synthetic assets. Hence the scenario tree may be
regenerated in order to provide better information on the synthetic asset, while
ignoring statistical properties regarding the basic assets which are now irrelevant.
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A Simulation Data

A.1 Simulation parameters

T {0.1,0.2,0.2,0.1,0.1,0.1,0.1}
Vi 0.005,i€ I

pt 0.06,t€0,...,T

fq {1.15,1.06,1.02, 1.00}

Sq {1.0,1.0,2.0,2.0}
A.2 Assets

The assets used in the simulations have the following means and standard devia-
tions:

reserve | al a2 a3 a4 ad ab a7
mean | 11.01 6.21 | 7.38 | 12.48 | 11.37 | 4.59 | 8.19 6.18
Std. 1.88 5.26 | 9.46 | 24.81 | 18.09 | 0.43 | 16.06 | 3.52

Table 4: Mean and standard deviation of assets used (%).
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reserve

al

a2

a3

ad

ad

ab

al

0.49381

a2

0.18627

0.18943

a3

0.45105

0.45642

0.20575

ad

0.33364

0.33703

0.58166

0.67816

ad

0.56793

0.61823

0.11801

0.26933

0.19448

ab

0.48187

0.48950

0.03016

0.15257

0.01430

0.29368

a7

0.19084

0.19593

0.17999

0.21120

0.09766

0.16223

0.17333

Table 5: Correlations of assets used.
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Abstract

Stochastic linear programming and the optimization of parameterized policies
are two techniques which may be used for asset liability management (ALM).
In both cases the randomness of the problem is addressed by generating a
scenario tree and optimizing the ALM problem over this tree. The principal
difference between the methods is the degree of coupling between different
scenarios in the tree. In stochastic linear programming there exists little or
no such coupling, making the resulting problem relatively simple to solve;
however stochastic linear programming requires scenario trees of high quality
to perform well. Parameterized policies have a stronger coupling between the
scenarios, making the problem harder to solve; this stronger coupling how-
ever makes it possible to use smaller scenario trees. We construct a simple
ALM problem in order to compare stochastic programming to parameter-
ized policies for a problem with many time-periods as previous comparisons
in the literature have had few enough time-stages to make the conditions
ideally suited for stochastic programming. We further show that by combin-
ing the two approaches into a hybrid approach, a superior performance may
be achieved, as the respective strengths of the two methods are utilized to
complement each other.

Keywords: Stochastic programming; Asset liability management; Optimiza-
tion; Parameterized policies

1 Introduction

1.1 Background

As the name implies, asset liability management (ALM) is the art of jointly manag-
ing assets and liabilities. The driving idea is that by treating assets and liabilities



in an integrated fashion decisions leading to lower total risk may be taken. Stochas-
tic programming (SP), both linear and non-linear, has become an important tool
for ALM. A number of models are described by, amongst others, Carifio et al.
[7, 6, 8], who treat the problem of optimally allocating investments for a Japanese
insurance company, Consigli and Dempster [10], who have formulated a stochastic
linear programming model to be used by managers of an insurance fund, Hgyland
and Wallace [17, 18],who have treated the problem of managing assets for a Norwe-
gian life insurance company, and Dert [11] and Kouwenberg [21], who treat Dutch
pension funds. The common denominator in these articles is that they all address
the problem of a fund or company (from now on we assume that it is a company)
investing means to cover future liabilities.

An important feature of ALM models implemented by stochastic programming
is that the models are dynamic: when making investment decisions a stochastic pro-
gramming model explicitly takes into account that the decisions may, and probably
will, change as time goes by. This dynamic characteristic of stochastic program-
ming models makes it possible for them to outperform static methods such as the
well known Markowitz portfolio method. (When funds are optimized using the
Markowitz method, the asset mix is assumed to be constant during the time-span
considered, which is generally not optimal.) The downside of this dynamic property
is that stochastic programming is complex and computationally demanding.

Another, simpler way of modeling dynamic decisions is the use of parameterized
decision rules. A decision rule is a multivariate function mapping each possible state
of the world and the managed company to a decision to take. As the combined
state of the company, state of the world and the decision to take, may be expressed
as vectors of real numbers, the decision rule is nothing else than a vector-valued
function from the space of possible states to the space of decisions. If the rule
is parameterized, then the input to the function consists of both the state and a
number of parameters. Parameterized policies are interesting since we may tune
the parameters to obtain good decisions for a given set of inputs. A number of
well known simple strategies, such as the buy-and-hold and fixed-mix strategies,
are actually parameterized decision rules, albeit simple ones. Those strategies are
however not dynamic since they give the same decision regardless of the state of the
company, and hence they do not account for the company’s own future decisions.

An example of a dynamic decision rule taking the state of the company explicitly
into account is the constant proportional portfolio insurance rule (CPPI), described
by Perold and Sharpe [24]. This rule can be used when there is a bound below
which the total value of our investments should not fall, and we may invest in one
risk-less asset and one risky asset. The rule states that if we own v and do not want
the total assets to fall below f, we should invest a fraction of max{0,d- (v — f)}
into the risky asset (d is a proportionality constant, and hence the policy has two
parameters, d and f). This rule directly considers the state of the company, as the
difference between the current asset value and the floor level is the basis for our
decisions. Systems where parameterized decision rules are used are described by
Mulvey, Gould and Morgan [23], as well as Boender [5], although neither of the
articles gives much information on how the policies are formulated or optimized.



1.2 Motivation and overview

Our interest in parameterized decision rules originates in our work on an asset
liability management system for a Swedish life insurance company [2]. In order
to address its problem, we have constructed an ALM model based on multi-stage
stochastic programming. Our experiences with this model have however lead us
to identify some drawbacks with the SP approach. Like several researchers before
us, we found that the optimal solution to a stochastic linear programming model
fluctuates significantly with the scenario tree chosen to represent the random vari-
ables.

As a remedy to such fluctuations, several methods have been devised to make
the scenario tree a better representation of the underlying true random distribu-
tion. Some of these techniques are: variance reduction (described by Higle [15]), an
aggregation of a large number of scenarios while retaining the basic stochastic prop-
erties (used by Klaassen [20] and Carifo, Myer and Ziemba, [6]), an optimization of
the scenario tree to make it fit the desired statistical properties (used by Hgyland
and Wallace [19] as well as Kouwenberg [21]) and an optimization of the scenario
tree to minimize the distance between the tree and the underlying distribution
(used by Pflug [25]). These methods do indeed improve the situation, although a
significant difference between the solutions obtained using different scenario trees
still exist, even when they are constructed to exactly mimic the covariances as
well as the first four central moments of the underlying distribution. Naturally,
the problem of fluctuating solutions may be reduced by increasing the number of
scenarios, but this will make the problems harder to solve.

Our partner company wishes to use a higher number of assets in their model than
what is currently common in the literature. This wish entails a need to widthen
the scenario trees in order to correctly describe the covariances and moments of
the underlying distribution, which in turn means that the size of the scenario trees
makes the model impractical to use, at least for testing purposes. In a previous
work we have studied methods for aggregating different assets into larger synthetic
assets in order to reduce the dimension of the problem (see [1]). This technique
may be used to allow a larger set of assets without increasing the size of the scenario
tree.

However, asset aggregation does not help us to solve another serious problem
of a stochastic programming based approach, namely how to interpret the results.
Stochastic programming generally works as a closed black box. The user specifies
his/her risk preference and subjective view of the random distribution of the un-
certain parameters, and if the model is specified correctly, it will provide the user
with a decision which is consistent with his/her beliefs. A parameterized decision
rule is easier to interpret, since the entire rule is explicitly available in the form of
the aforementioned policy function.

Parameterized rules do however have their own drawbacks. Firstly, while the
parameters may be optimized using suitable methods, we still face the problem to
choose the shape of the parameterized policy. (Should it be a piecewise linear func-
tion, a polynomial of the state variables, etc.?) As this problem involves choosing



between different types of functions, it is not suited for automatic optimization.
Secondly, it becomes almost impossible to find an optimal or near optimal set of
parameters if the number of parameters becomes too large, or if the policy becomes
too complex.

In order to try to mitigate the respective weaknesses of the two methods, we at-
tempt a hybrid approach. This approach consists of constructing a policy function
from a number of stochastic programming solutions. A stochastic programming
problem is optimized for a number of different states of the world; the optimal
solutions together with the state under which they are obtained are collected in a
database. This collection of solutions are then used to create a policy function in
the following fashion: for a given state of the world and the company, we find a set
of states in the database which are close to this given state. The optimal solutions
corresponding to the chosen states are then interpolated to form the output of the
policy function. Note that this requires the definition of a metric on the space of
possible states. In this work, the metric is very simple, the distance between two
states is given by the consolidation (assets over liabilities).

When we use stochastic programming to address an ALM problem, the model
must be simplified in order to become computationally tractable. Among other
things we typically need to reduce the number of time-stages in the problem, either
by removing the later stages or by aggregating time-stages. This kind of simplifica-
tions will most certainly introduce some sort of bias into the solution, towards, for
example, too risky or too conservative investments. In previous comparisons made
by Kouwenberg [21], and Fleten, Hgyland and Wallace [12], the length of the test
scenarios have been short enough to make it feasible to have one decision stage in
the stochastic programming model for each decision stage in the test scenario. In
the comparisons made by Golub et al. [13], a two-stage model is used but decisions
are made for each time-stage. This is equivalent to using a multi-stage tree which
only branches at the root node.

In order to decrease the bias caused by stage aggregation, we construct a pa-
rameterized policy from the table-based policy by adding to it a low-dimensional
which is controlled by a set of parameters. Similar to a pure parameterized policy,
the parameters are then optimized over a large number of scenarios in order to find
an optimal disturbance.

By combining stochastic linear programming and parameterized policies in this
fashion, we hope to utilize the advantages of both methods to our benefit. Stochas-
tic programming is used to produce the general shape of a parameterized policy,
which reduces the problem of choosing a shape for our policy function to that of
choosing a shape of the disturbance. As the policy is computationally cheap to
evaluate, it is possible to test the solution using a large number of scenarios, which
is not possible for a pure stochastic programming approach. Furthermore, since the
policy is explicitly available, albeit in the form of a set of tables, it is easier to eval-
uate and use than a system based on pure linear stochastic programming. To our
knowledge, this is the first time stochastic linear programming and parameterized
policies are combined.



1.3 Outline

In order to address an ALM problem using both stochastic linear programming and
parameterized policies, we start by describing a general ALM problem in Section
2. In Section 3 we describe the two methods we will compare and in Section 4 we
make a qualitative comparison between them. The simple ALM problem used for
tests as well as the tests themselves are described in Section 5, whereas conclusions
are drawn from these tests in Section 6.

2 Formulation of an ALM problem

2.1 A mathematical model

As we previously mentioned, ALM problems are solved to make optimal invest-
ments in assets in order to cover future liabilities. In reality reinvestment decisions
are made continuously in time (although markets may close, etcetera) but in order
to simplify the problem we assume that trade is only possible at a finite number
of points in time. Under this assumption, we may formulate the general ALM
problem as follows:

min  fo(zo) + E¢, min [f1(Z1(&1),&1) + Egy e, [min f2(7'2(&2), &)
Yo y1(&1) y2(&2)

ot E§T|§T71[y1;1%i€r;) fr(@r(&r),ér)) -1, (1a)
s. t. xo=9g(Z,yo), (1b)
Yo € Yo, (1c)
ze(&) = g(we—1(&—1), y1(8e), &), t=1,....T, (1d)
ye(&) € Ye(we—1(§-1), &), t=1,...,T, (1e)

where all constraints hold almost surely, and where the variables and parameters
are defined as:

T last time-stage,

& all the random information known at time ¢,

xe (&) the state of the company at time ¢,

(&) the all states of the company up to time ¢,

z the initial state of the company,

v+ (&) the decision made at time ¢,

Yi(ri—1(&-1),&) the feasible set at time ¢, which is dependent on ran-
dom information and the previous state of the com-
pany.

g(xi—1(&-1),ye(&), &) the transition function, giving the state at time ¢ as a
function of the state at time t—1, the random outcome
at time ¢, and the decision made at time ¢.



In this model, we assume that the decision y; is taken after the random outcomes
at time ¢ become known; hence, y; may depend on these outcomes. Furthermore,
we assume that the variables of the model may be divided into two categories: State
variables (z:) and decision (or control) variables (y:), and that the state variables
are explicitly determined by the control variables.

2.2 Scenario trees and discretization

In order to make the problem (1) computationally tractable, we need to restrict
the space of possible outcomes of the process {&;} to a finite set of manageable
size. This is performed by discretizing the possible outcomes to a scenario tree,
using one of the methods mentioned in Section 1.2. The root node of this tree will
contain the certain information available at time 0 (the initial state of the company,
xo, and the known point of origin of the process, &). Since the process has been
discretized, there exists a finite number of possible outcomes of &;, each forming
a node in the tree, having the root node as its parent. In the same fashion, each
outcome node i at stage t < T will have a set C(i) of successor outcome nodes at
time t + 1. Furthermore, we collect all the nodes of the tree into the set N, all the
nodes at time ¢ into the set N;, and let the operator p(i) : N\ No — N\ N denote
the parent of an outcome. The unconditional probability for the outcome in node
i to occur is defined by P!.

3 'Two specifications of the ALM problem

3.1 Stochastic linear programming

In stochastic linear programming, all constraints of the program (1) are assumed to
be linear, and the sets Y; are assumed to be polytopes. If we further assume that
the distribution of the possible random outcomes is finite (discretized according
to the previous section) then we may write the deterministic equivalent linear
programming problem as that to

yg?enN i;vp fixh), (2a)
s. t. 20 =F%%4+G% 4 ¢°, (2b)
Byt < b, i€ N, (2c)

ot = Fiy' + GiaP®) 4 ¢') i N\ No, (2d)

where the following notation is introduced:

%

x the state of the company after decisions are made in node
i

yt the decision made in node i,

di, A, B, ' G? the random outcome in node 7,



i) a piecewise linear convex objective function in node i.

As may be seen from the formulation this is a large scale linear programming
problem, which may be solved directly or by using decomposition methods, such
as the Benders and nested Benders decomposition methods [4, 26].

3.2 Parameterized policies

Applying parameterized policies to the problem (1) yields the problem to

min  fo(wo) + Ee, [f1(T1(61), &) + Eeype, [f2(T2(6), &2)

+ -+ Eepler, [fr(Tr(ér), €7)] - 1], (3a)
s. t. xo = 9g(Z,yo), (3b)
Yo € Yo, (3c)
$t(§t) :g(xt—l(gt—l)ayt(gt)vgt)a = L"'vTa (3d)
Y (&) € Yi(re—1(&-1), &), t=1,...,T, (3e)
Ye (&) = v(@e-1(&-1), &t T, @), t=1,....T, (3f)

including the following additional notation:

@ a vector of policy parameters,

Y(xe-1(&e—1), &, t, ) the policy function.

This problem extends the problem (1) with the addition of the constraint (3f)
in which we lock the value of y; to the value of the policy function . Choosing the
function ~ reduces the degrees of freedom of the problem from the dimension of y
times the number of possible outcomes to the dimension of the parameter vector
«. Similarly, we may apply parameterized policies to the problem (2) by adding
the constraint (3f). [Comparing the two problems (2) and (3), the constraint (2b)
corresponds to (3b), (2c) corresponds to (3c) and (3d), and (2d) corresponds to

(3¢).

4 A qualitative comparison

In this section we describe the major differences between stochastic linear pro-
gramming and parameterized policies, as well as give a qualitative description of
the strengths and weaknesses of the two methods.

4.1 Local vs. global information

Looking at the problem (2), we see that the state of the company (x) at a node is
dependent of the state of the company at the parent node. Since the state x at a
node is also influenced by the random information at that node, this means that the
random information at a node will directly influence the states of the descendant
subtree. In the same fashion, the state at a node depends on the decision y taken at
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Figure 1: Scenario tree marking random information affecting node 4, stochastic
linear programming.

a node. Hence, an optimal decision at a node i is directly influenced by the random
information at the ancestor nodes directly above node ¢ in the tree, as well as the
random information in the descendant subtree. This is illustrated in Figure 1,
where the nodes influencing node 4 are shaded. To get a reasonably good solution
at this node, its children must give a sufficiently accurate representation of the
space of all possible outcomes of the random parameters, conditioned on the state
at this node. For example, in Figure 1 it is perfectly possible that the decisions at
nodes 0, 1 and 2 imply that the company has identical states at nodes 10 and 4.
In the same fashion it is perfectly possible that the state of the world is identical
(or, nearly the same) at both nodes 10 and 4. Given that the states of both the
company and the state of the world at these nodes are similar, the decision made at
these nodes should be similar. In a stochastic programming formulation, however,
there is no guarantee that the solutions at these nodes will be identical, or even
close, as their sets of child outcomes may differ. We conclude that a stochastic
programming solution directly uses only a small part of the scenario tree when
determining the solution for a single node.

Looking at the parameterized policy approach for the same example shows that
there is a direct coupling between the two nodes 10 and 4 via the policy function ~,
illustrated in Figure 2. As this function considers only the states of the world and
the company at a node, the decisions made at two nodes with identical states will
be identical. In addition, if the policy function is continuous, it will yield similar
decisions for nodes with similar states. Hence, a parameterized policy approach
utilizes information from the whole tree when determining the solution for a single
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Figure 2: Scenario tree marking random information affecting node 4, parameter-
ized policy.

node. To conclude, in contrast to the stochastic programming approach, which uses
only local information, the information used by parameterized policies is global.

The important consequence of the whole scenario tree influencing the decision
for a node when using parameterized policies, is that the solution in a node will
be reasonable even if the descendants of the node does not provide an accurate
description of all possible random outcomes. This makes it possible to reduce the
size of the scenario tree without the solution chasing spurious profits. Furthermore,
using a parameterized policy makes it possible to use separate scenarios rooted at
a common state of the world (also known as a scenario fan) instead of a scenario
tree, a relaxation which may simplify the generation of scenarios.

4.2 Flexibility

The major advantage of a stochastic programming based decision support system
is the great flexibility it bestows upon its user. Most kinds of restrictions may
be handled in a straightforward way. Such restrictions arise for instance from
statutory regulations stating restrictions on how the capital may be invested; such
rules range from simple bounds on the fraction invested into different assets (see, for
instance, Hgyland [17]) to more complex rules, taking into account the correlation
between different asset classes (see Hilli, Koivu, Pennanen, and Ranne [16]). In
addition, funds may be such large market actors that market liquidity may impose
constraints on the maximum amount of assets that may be bought or sold during
a limited time period.



Policy based systems have difficulties considering the restrictions mentioned
above. If we require the constraints on the actions (equation (3e)) hold for all
nodes, this will make a number of parameter values « infeasible. In effect this
induces a feasible set for the values of «, defined as the set of possible parameter
values which do not cause infeasibility in any node. As a consequence of this, we
might be prohibited from choosing a set of parameter values giving a good expected
objective function value simply because this set of values will cause infeasibility at
a single node. This means that the node with potential infeasibility will influence
the choice of « to a very large degree, something which is not desirable. A simple
way of dealing with restrictions on the actions (which is used in this work) is to
soften the policy function by letting it yield a desired action ¢, instead of the
action itself, and then project this desired action onto the closest point in the set
of feasible actions Y;(z1—1(&-1), &), using a suitable norm.

4.3 Computational price

In order to obtain a good solution from a stochastic programming model, we must
construct a scenario tree which gives a sufficiently accurate description of the pos-
sible outcomes of the underlying random variables. This means that each node
in the scenario tree must have several descendant nodes, making the problem size
exponential in the number of time-stages. This ultimately means that the compu-
tational requirements of stochastic linear programming problems rapidly become
prohibitive as the number of assets and time-stages increases. With a parame-
terized policy, the number of scenarios need not be increased with the number of
time-stages, as the optimization of the policy utilizes information from the whole
tree. Then, the trees does not have to branch at each time-stage. Hence, a param-
eterized policy will scale better with an increasing number of stages.

Solving a stochastic programming problem to get an optimal solution is possible
for fairly large problems; see for instance Gondzio and Kouwenberg [14]. However,
if the performance and robustness of the model is to be tested, against either his-
torical or simulated data, this requires solving a large number of problem instances
which may become prohibitively time consuming. Parameterized policies do not
suffer from these drawbacks, as the simulation of the use of such a strategy does
not involve any optimization at all; this makes simulation using policies computa-
tionally cheap.

4.4 Scenario generation

As have been noted by Klaassen [20], Kouwenberg [21] and Higle [15], the quality
of the solution of a stochastic programming problem, measured by how well the
solutions perform when applied to out-of-sample data, is highly dependent on the
quality of the scenario tree generation. The simplest technique for producing a
scenario tree, conditional sampling, has the drawback of producing errors in sta-
tistical quantities such as means and covariances. As was mentioned in Section
1.2 several techniques to produce scenario trees of better quality exist. Some of
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these methods, such as optimizing the scenario tree to fit the statistical parame-
ters of the distribution, require parameters such as means and covariances to be
readily available. Furthermore, in complex economy models, such as the system
described by Mulvey in [22], these quantities might not be explicitly known. In
contrast, since a policy based system uses information from the whole scenario tree
when determining the policy, such a system does not need a scenario tree; a set
of independent scenarios will do. Hence a policy based system is easier to use in
conjunction with a more complex scenario generation mechanism.

4.5 Communication

It is generally not the person who implements an ALM model for a company (or
pension fund) who decides on the company’s course of action. If the construction of
an ALM model is not to remain a theoretical exercise, the results of the modeling
must be communicated in an understandable fashion. Since a stochastic program-
ming based model tends to be a black-box solution, it might be hard to convince
the people in charge to trust such a model. A parameterized policy has the advan-
tage of being much more transparent, as the decision rule is explicitly available.
Even though the funds’ manager may not understand the inner workings of the
optimization of the policy, the results are clearly available and may be scrutinized,
as well as stress tested using different scenarios.

5 A quantitative comparison

5.1 A simple ALM problem

We intend to test whether combining stochastic linear programming and param-
eterized policy optimization may show a better performance than either of the
methods used separately. Therefore we construct a simple (fictional) ALM prob-
lem to be used as an illustration. We picture a retirement fund for a corporation,
where the sponsor of the fund sets aside means which are to be used to cover future
liabilities. The total assets of the fund must also cover a reserve in order to satisfy
the rules set by the regulating authorities. Means are allocated to the fund as a
fraction of the reserve requirement, and since the corporation sponsoring the fund
does not like sudden changes, there are lower and upper bounds on changes of
the contribution rate, as well as lower and upper bounds on the contribution rate
itself. The lower bound on the contribution rate is negative, which means that the
company may actually pull money out of the fund if the investments are successful
enough. Since the company is risk-averse, and since failing to cover the reserve is
a grave situation, we introduce a set of risk levels, below which the consolidation
must not fall, with progressively steeper penalties for lower security margins. Since
the company naturally wishes to contribute as little as possible to the fund, we
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penalize the contribution rate as well. We formally write this problem as
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where variables and parameters are defined by

the last time stage,

the set of investment classes,

the set of penalties,

the assets owned of investment class i at time ¢,

the price development of assets in the period leading up to time t,,
the initial amount owned of asset class i,

the amount of asset class ¢ bought at time ¢,

the amount of asset class ¢ sold at time ¢,

the transaction cost for trading with asset i,

the contribution rate at time ¢,

the length of time period ¢,

the length of the period preceding the first period ¢,

the consolidation (assets over liabilities) at time t,

the reserve requirements at time ¢,

the in- or outflow of money at time ¢ (mainly pension payments),
the level of the violation of cover rule ¢ at time ¢,

the security factor for reserve cover rule g,

the penalty for violating reserve cover rule g,
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v, the penalty for the contribution rate,
Iar/uar, the lower/upper bound on the change in contribution rate,

l/ur,  the lower/upper bound on the contribution rate.

As may be seen from the equations (4b)—(4c), the contribution rate is scaled
with the length of the period preceding the decision. In essence this means that the
company gets to set the contribution rate retroactively. The problem is formulated
in this way since we believe that this is a better approximation to a continuously
changing contribution than that of requiring the contribution rate to be fixed over
a time period, especially when the periods in question are long. In the tests made
in this work, seven assets and one reserve are used. All assets and the reserve are
assumed to have a joint log-normal distribution. The means, the variances and
the correlations of these assets are given in Appendix B together with the other
parameters used for our simulations.

5.2 Rolling horizon simulations

Since a comparison or the objective function values from different solution methods
will not give any information on how well the methods perform when applied to
out of sample scenarios we employ rolling horizon simulations, similar to the ones
performed by Kouwenberg [21], Fleten, Hgyland and Wallace [12], and Golub et
al [13]. The simulations are carried out over a number of test scenarios generated
using our model of the reserve and asset returns. For each of these test scenarios
we employ the following procedure:

Step 0: Set ¢t = 0 and go to Step 2.

Step 1: Use the test scenario and the state of the company just after the decision at
time ¢ — 1 to generate the state of the company just before a decision is made
at time ¢ .

Step 2: Use the state of the world of the current sample-path at time ¢ to generate
a scenario tree. The size of the tree is adapted so that is lasts to the end of
the scenario simulated.

Step 3: Optimize the model over the tree, generating a decision for the company at
time ¢. This decision is used to determine the state of the company after the
decision is made at time ¢, and this state is stored.

Step 4: If t < T then set t := ¢+ 1 and go to Step 1.

Step 5: Use the stored states of the company to determine the total penalties and the
terminal value of the company; these values are used to evaluate the success
of a solution method applied to the current scenario.

The value of a scenario is defined by the total asset value at the end of the simu-
lation, from which we deduct all the penalties incurred on the way.
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In step 2 above, we stated that the length of the scenario tree is adapted so
that it last to the end of the simulation. If there are a high number of periods
remaining, this means that we need to aggregate time-stages in order to get a tree
of manageable size. Since a new decision is taken each year in the simulation,
we make sure that the first period in the scenario tree is always exactly one year,
making the distances to the second decision equal in the simulation and the tree.
As the time remaining in the simulations becomes shorter the stages in the scenario
trees generated are shortened until each stage is one year. When the remaining
time is so short that we have to remove stages, we increase the number of branches
at the first stage of the tree in order to keep the number of scenarios in the tree
constant (except the two stage tree which has fewer branches). The sizes and stage
aggregations of the trees used are given in Table 1 and the aggregation is illustrated
in Figure 3.

A

0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15
Time-step

Figure 3: Adaption of the tree size to the remaining scenario length.

The test procedure for the policy based method is similar. However, the policy
is optimized only once and the resulting policy is used unaltered throughout all test
scenarios. Hence steps 2 and 3 above are replaced by using the policy to determine
the state of the company after a decision has been made. Our tests are similar to
both those done by Kouwenberg [21] and Fleten, Hgyland and Wallace [12], who
both use rolling horizon simulations, in which the lengths of the scenario trees are
adapted to the remaining lengths of the test scenarios. The main difference is that
both Kouwenberg and Hgyland et al. use shorter scenarios, which allow them to
have the same number of stages in their scenario trees as in the test scenarios,
whereas we are forced to aggregate time-stages in the scenario trees.

5.3 Test cases

In our tests we have used two sets of test scenarios, one that is 15 years long,
and one that is 10 years long. As the computer resources required to perform
rolling horizon simulations increase with the length of the test scenarios, we use
1000 test scenarios for the 10 year set, and 500 test scenarios for the 15 year set
in order to get reasonable run-times. Using the chosen sizes of scenario trees, a
5-stage tree results in a problem having approximately 83,000 variables and 46,000
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constraints. Each problem takes approximately 8 seconds to solve on a 900Mhz Sun
SPARCIII. As each scenario requires the solution of one problem per time-stage
(although time-stages with fewer stages takes less time) each 15-period scenario
requires approximately slightly less than 2 minutes, making is possible to solve one
test case over night.

When a policy-based solution approach is optimized, we use a set of 5000 ran-
domly generated scenarios. The same set of 5000 scenarios is used for all policies,
making the comparison easier.

Since we do not know how the assets or the contribution rate should be set in
the first stage of the test scenario, we set all transaction costs to 0 and remove the
constraint (4i) for the first stage of all simulations.

5.4 Policies used

In this work we test a number of different policies against each other. This section
gives a short description of their specifications.

Stochastic programming Naturally, we may address the given test problem
using ordinary stochastic linear programming. In this work we have used two
shapes of the tree, having four and five stages, respectively. We use different
shapes, as we are afraid that the number of branches in the longer tree might be
a bit too low. As mentioned previously, the number of stages aggregated in the
scenario trees will vary with the remaining length of the test scenarios, as given in
Table 1 and Figure 3. The scenario trees are generated by fitting the lower order
moments. For 40 and 16 branches, the four lowest moments and the covariances are
fitted. For 10 branches, the three lowest moments and the covariances are fitted,
and for 4 branches only the two lowest moments are fitted. For higher number of
branches, several sets of outcomes are combined. As the random distributions are
assumed to be stable, we build a pool of 1000 sets of outcomes for each combination
of remaining length and number of branches. Sets of outcomes from these pools
are then randomly combined to form trees.

Pure (Bi-linear) parameterized policies The decision which we are to make
will essentially vary with two parameters: the current consolidation and the time
remaining to the end of the simulation. In order to capture this dependency in the
simplest possible way, we construct a bilinear policy. By bilinear we mean that the
asset mix chosen is linear in both the consolidation level and the remaining time.
The asset mix part of the policy function hence consists of four asset mixes. Each
of the four policies represents a corner of the area to be interpolated. The corners
are defined as 15 years remaining and no years remaining, respectively, each with
one mix for high consolidation and one for low consolidation, respectively. What
is considered to be high and low consolidation values are parameters which are
optimized. If the consolidation falls outside the interpolation interval, the mix
corresponding to the closes extreme value is used.

15



stage, long tree stage, short tree

period 1] 2 | 3] 4 1] 2| 3
1 640/1 - - - [ 640/1 - -
2 640/1 | 10/1 - - [ 640/1 | 10/1 -
3 64/1 | 10/1 | 10/1 - 40/1 ] 16/1 | 10/1
4 16/1 | 10/1 | 10/1 | 4/1 || 40/1 | 16/1 | 10/2
5 16/1 | 10/1 | 10/1 | 4/2 || 40/1 | 16/2 | 10/2
6 16/1 | 10/1 | 10/2 | 4/2 || 40/1 | 16/2 | 10/3
7 16/1 [ 10/1 | 10/2 | 4/3 || 40/1 | 16/2 | 10/4
8 16/1 | 10/2 | 10/2 | 4/3 || 40/1 | 16/2 | 10/5
9 16/1 | 10/2 | 10/2 | 4/4 || 40/1 | 16/3 | 10/5
10 16/1 | 10/2 | 10/3 | 4/4 || 40/1 | 16/3 | 10/6
11 16/1 | 10/2 | 10/3 | 4/5 || 40/1 | 16/4 | 10/6
12 16/1 [ 10/2 | 10/3 | 4/6 || 40/1 | 16/4 | 10/7
13 16/1 [ 10/2 | 10/4 | 4/6 || 40/1 | 16/5 | 10/7
14 16/1 | 10/2 | 10/4 | 4/7 || 40/1 | 16/5 | 10/8
15 16/1 | 10/2 | 10/5 | 4/7 || 40/1 | 16/6 | 10/8

Table 1: Split/aggregated stages for scenario trees.

The desired contribution rate is also specified as a linear function of both the
consolidation and the remaining time. Four parameters specify at which consoli-
dation values the contribution rate should be set to its maximum and minimum
value for 0 and 15 years remaining, respectively. As constraint (4j) may make it
impossible to reach the desired value, we choose the contribution rate which is
closest to the desired rate, while still being inside the interval. This corresponds to
projecting the desired solution onto the feasible set, as mentioned in Section 4.2.

In order to avoid excessive trading, the asset mix is not forced to exactly comply
with the portfolio found by interpolation. Instead, we define a no trade region
around the interpolated asset mix, and the final parameter specifies the size of the
no-trade region. Hence, the action to take is found as follows:

1 Find the consolidation prior to contribution by dividing the assets held by
the reserve. Use this consolidation to find a contribution rate.

2 Project the contribution rate obtained onto the upper and lower bounds de-
fined in equations (4i)—(4j).

3 Use the projected contribution rate to obtain the consolidation after contri-
bution. Use this consolidation to obtain the desired asset mix.

4 Project the current assets held onto the no trade region (centered around
the desired asset mix found by interpolation) by minimizing the transaction
costs, while requiring the resulting asset mix to be inside the no-trade region.
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Table-based policy In order to create a policy based on stochastic program-
ming, we solve the SP-problem for a number of different states of the world, and
then find a solution by interpolating between these pre-optimized states. (As we
already have a set of solutions ready from the stochastic programming approach,
we use them.) In order to perform the interpolation, we form two tables. The first
table gives the desired contribution rate as a function of the consolidationbefore
the contribution rate income is added. The second one gives the desired asset mix
as a function of the consolidationafter the contribution rate income is added. The
tables are formed by sorting the tables from the SLP case by increasing consolida-
tion, after which the solutions are averaged by moving a window of length 20 along
the list. In order to capture the solutions dependency on the remaining time, we
form one table for each possible remaining scenario length.

We need to be careful when constructing the contribution rate table. As the
contribution rate is affected by constraint (4i), we can not use the solutions from
the stochastic programming test directly. Instead we obtain new solutions by re-
running the entire stochastic programming test case while relaxing the constraint
(4i) for all stages of the simulation. (Previously this constraint was relaxed only
for the first stage.)

Hybrid policies The hybrid policies are a combination of the table-based poli-
cies, and parameterized policies. In these policies, a suggested asset mix and con-
tribution rate are obtained by interpolation from a table, as in the previous policy
(the table lookup is based on the consolidation rate). As we believe that the bias
from using too few stages in the stochastic programming model will express itself
as a tendency of the model to be either too conservative or too risk-taking, we add
disturbances to the consolidation used to look up the asset mix and the contribu-
tion rate. In essence this means that we trick the model into believing that it is
either better off (by increasing the consolidation) or worse off (by decreasing the
consolidation).

As in the bilinear policy, we define a no-trade region around the desired asset
mix, and a third parameter specifies the width of the no-trade region. The decision
at a node is determined in a cascading fashion similar to the case of a pure bilinear
policy. First, the consolidation before adding the contribution rate is used to find
a desired contribution rate. This desired contribution rate is then projected onto
the bounds, giving the consolidation after contributions, which is used to find a
desired asset mix. Finally the asset mix within the no-trade region giving the lowest
transaction cost is found and used.

An example of how the asset mix table and the no trade region may look for
one asset is given in Figure 4. In this figure the dots represent solutions from the
pure stochastic programming problem, the dotted lines mark the no-trade region
and the whole line is the desired asset fraction invested in asset 4. The line may
look erratic, but the variations are rather small. In preliminary tests, we have tried
to smooth the curves by manual interpolation, but these alterations gave no effect
on the performance of the policy.

The purpose of constructing a hybrid policy is to remove some of the bias
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stemming from the aggregation of stages in the SLP approach. Since there is
no, or little, aggregation at the end of the test scenarios, we will only apply the
disturbance for the first eight years of each simulated scenario in 15-year scenarios,
and for the first 4 years in in the 10 year scenarios.
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Figure 4: Policy table with no trade region for asset 4, with ten of fifteen years
remaining. The dots are individual SLP solutions.

5.5 Numerical results

The results from our numerical experiments on 15 year scenarios are given in Ta-
bles 2 and 3. As might be seen from these tables, the difference between the results
from using a map based on stochastic linear programming, and the SLP itself is not
significant. This either means that we do not suffer any ill effects from using tables
in this manner, or that we have two effects cancelling each other out. The table
based approach should have an advantage over the SLP-based approach, as sev-
eral solutions are averaged, decreasing the SLP-based solutions’ tendency to chase
spurious profits arising from the scenario trees inability to describe the underlying
true random distribution. On the other hand, the table-based policy ignores the
assets held before trade, which makes this approach incur higher transaction costs.

There is however a difference in performance between the hybrid policies and
the SLP-based approach, and this difference is larger for the three-period scenario
trees. This is consistent with our hypothesis that using a hybrid policy will remove
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Mean Mean Mean Cost

Policy cons. pen. tot. increase

Bilinear policy 1.2081 | 3.2810 | -2.0729 | 3.124-0.78%
SLP long tree 1.2274 | 3.2617 | -2.0344 | 1.73+0.57%
SLP short tree 1.2141 | 3.3356 | -2.1216 | 4.884-0.85%
Map, long tree 1.2273 | 3.2586 | -2.0312 | 1.62+0.43%

Map, short tree 1.2122 | 3.3323 | -2.1200 | 4.82+0.82%
Hybrid, long tree || 1.2581 | 3.2446 | -1.9865 | 0%
Hybrid, short tree || 1.2499 | 3.2733 | -2.0234 | 1.334+0.37%

Table 2: Results for different policies, 15 year scenarios. Cost increase is objective
function difference recalculated to increase in contributions, compared to the best
case (with standard deviation).

SLP, Map,
long tree | long tree

Map, long tree 0.78 -
Hybrid, long tree || 0.0025 0.00017

Table 3: Statistical strength of difference between selected methods (probability of
obtaining larger absolute deviation from 0 given that no difference exists).
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Mean Mean | Mean Cost
cons. pen. tot. increase

SLP long tree 1.2059 | 2.4114 | -1.2055 | 0.48+0.50%
Map, long tree 1.2028 | 2.4101 | -1.2073 | 0.57+0.23%
Hybrid, long tree || 1.2095 | 2.4054 | -1.1959

Policy

Table 4: Results for different policies, 10 year scenarios.

some bias from using aggregated time periods, as the three-period scenario trees
aggregate more stages, and hence should suffer from more bias.

The optimal parameter setting for the hybrid policy is [—0.032,0.096, 0.47] (for
the long tree case). This means that when the policy looks up the contribution
rate, it lowers the consolidation, resulting in a higher contribution rate. When the
policy looks up the asset mix, it increases the consolidation, resulting in a riskier
asset mix. In Figure 5 we plot the average consolidation, the average contribution
rate and the average yield of the asset portfolio for four different approaches. As
may be seen from this figure, the hybrid policy alters the solutions from the SLP
approach by setting a higher contribution rate at the beginning of the scenario,
while investing in a riskier portfolio. It seems as if the SLP approach chooses a too
conservative portfolio, while the SLP solution using short trees is more conservative
still.

Looking at the results for the 10 year test case, available in Table 4, we still
see a difference between the hybrid policy and the pure SLP solutions, however
not as large as for the 15-year scenarios. Using a pairwise T-test, we see that the
probability of obtaining a larger difference given that none exists, is 0.059, making
the results less clear than for the 15 year test case. Having a smaller difference for
the 10 year case is consistent with our theory that we remove some bias from the
SLP solutions by using hybrid policies, since the short case will be less aggressively
aggregated, and hence these solutions will contain less bias. If we look at the
optimal solution for the 10 year test case, the control parameters have the values
[—0.0055,0.046, 0.37]. Hence the optimal offset for the 10 year case is smaller that
for the 15 year case, again indicating that the shorter test case has a smaller bias.

Well worth noting is that the policy optimization problems are not generally
convex (although this of course depends on the policy and the problem consid-
ered). The value of using a policy on a set of scenarios is a noisy non-convex,
non-differentiable function of the policy parameters. The reason underlying the
non-differentiability is the discrete nature of both the policy and the penalties
used. In order to explain this, we consider the case when the parameterized policy
is applied to one scenario. As the penalties for low consolidation are applied in
steps, there exists a set of policy parameters such that the consolidation for the
last stage has exactly the value of one such step. Hence the value of using the
policy will be non-differentiable at this set of parameters, as an increase and a
decrease in consolidation will carry different rewards. The use of a no-trade region
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Figure 5: Development of three different strategies.

will result in the same phenomenon: there exist sets of parameter values such that
the policy will be on the boundary of the no-trade region, possibly resulting in a
non-differentiability. When we optimize the policy function, we use a large number
of scenarios, each of which will have a number of non-differentiable points, making
the policy function consist of a number of continuous facets. As the number of
scenarios used for evaluation increases, the number of facets increases, making the
scale of the ruggedness of the function surface smaller. Furthermore, if the policy
function would be applied to a continuous random distribution, the surface would
be smooth.

In order to illustrate the non-convexity and non-differentiability of the policy
problem, we evaluate the hybrid policy for 5000 scenarios of length 15 years, while
varying the two first policy parameters. The result from these test runs are plotted
in Figure 6, illustrating the non-convexity of the problem. As a consequence of
this non-convexity, we can not be sure that we have actually found the optimum
when we are searching for the optimal set of parameters in the hybrid and bilinear
policies. In order to decrease the risk of getting stuck in a bad local minimum,
we start the optimization by performing a grid-search for the hybrid policies. As
the bi-linear policy has 37 parameters, an accurate grid search is not possible.
For this strategy we instead try to avoid local minima by starting from a large
number of random starting points. These random points are centered around an
approximate solution, found by manually fitting the policy parameters to make
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the policy function match the solutions obtained from the stochastic programming
approach.
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Figure 6: Hybrid policy value as a function of the two consolidation disturbances.

6 Conclusions and further work

In this work we have made a comparison between parameterized policies and
stochastic linear programming for ALM purposes. We have shown that tabulating
solutions from a number of stochastic linear programming (SLP) solutions may
speed up the running of test cases without a significant loss in performance. In
addition we have shown that using table-based policies in combination with opti-
mized disturbances improves the performance for long scenarios, as we may remove
some bias stemming from the aggregation of stages in the SLP approach. Apart
from the increases in performance, a policy based ALM system is easier to interpret
and communicate as the policies are explicitly available for inspection.

By combining a SLP based system with a policy based system some advantages
over the two separate systems may be made. An SLP based system has the advan-
tage of requiring few prior assumptions, as the user of the system gives no input
on the properties of the solution. The main disadvantage of an SLP based system
is its inability to handle a large number of time periods and/or a large number of
assets. In addition, an SLP based system is impractical to work with for testing,
as the computational requirements are rather high.

As for pure parameterized policies, their main advantage over an SLP based
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system is their ability to handle a large number of time-periods. In addition, a
policy based system does not need a scenario tree: a set of independent scenarios
is sufficient, which makes it possible to use parameterized policies in conjunction
with complex scenario generation methods.

There are two major drawbacks of using a policy based system: firstly, the user
must still specify the policy function, which is a non-trivial task. Secondly, opti-
mizing policy functions are generally non-convex problems which have an objective
function which is expensive to evaluate, making them hard to solve, even though
the number of variables is small.

When we combine the two systems, we will reduce the problems of simulating the
solutions of a stochastic programming based approach, as well as make the results
easier to interpret, without sacrificing performance. In addition, the problems of
selecting the shape of the policy function is reduced, although we still need to
choose the shape of the disturbance. (Choosing a bad shape for the disturbance
should however not have as great an impact on the overall result as a misspecified
pure policy function.) The major drawback of using a hybrid approach is the fact
that we need to implement both an SLP based solution, and a policy based one.
Hence the hybrid policies may more appropriately be seen as a heuristic to improve
an SLP-based model.

In this work we have only looked at one specific and extremely simple instance of
an ALM-problem. In addition, there is essentially only one state: the consolidation.
The purpose of this work has been to explore whether this method has any potential
of increasing the performance of our model of a Swedish life insurance company.
As the the results are positive, the next logical step would be to implement hybrid
policies for that model. Previously we have only implemented the pure table-
based policy with no optimization for this model. Just as in this work we found no
significant difference between using a table-based policy and using the SLP-solution
directly. For the insurance model we also found that using longer, more narrow
trees increased performance, even when the lower number of branches made the
solutions very unstable.

Currently the implementation of the hybrid policy is inefficient, as we use SLP
solutions from a number of rolling horizon simulations to form our tables. A better
approach is to more carefully select the SLP-problems to be solved, to span the
interesting region of possible states. This might even be made on demand, solving
new SLPs when the database fails to provide a good set of solutions to interpolate
from.
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A Implementation details

All models in this work were written in STOCHPLAM (available from
www.math.chalmers.se/~alten/stoplam/ ), a stochastic programming extension by
the author of the open source algebraic modeling language PLAM by Barth and
Bockmayr [3]. The solver used for stochastic linear programming is the BNBS
solver using CPLEX as an underlying LP-solver (BNBS is available via the web-
page www.stoprog.org). The policies are optimized using the program package
DFO (Derivative Free Optimization, available from www.coin-or.org), by Conn,
Toint and Scheinberg [9], which is a surrogate optimization algorithm. A model
of the function is built using function evaluations, after which set of parameters
minimizing the model (inside a trust region) is found, and the real function is
evaluated for this point.

B Simulation data

Parameter | value

0 1.2.34]

Zie] z; 1.0

i 0.005, icl
S0 0.95

p 0, t=0,....T
A 1.00

7 1.04

7s 1.08

7\ 115

1 6

2 4

H3 2

Ha 1

v 3

IAr -0.02

UAF 0.02

Iy -0.04

Uy 0.12

Table 5: Parameters used in simulations.
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reserve | al a2 a3 ad ad ab a7
mean | 13.71 6.59 | 7.37 | 11.95 | 10.84 | 4.59 | 8.19 5.81
Std. 1.93 5.28 | 9.46 | 24.71 | 18.00 | 0.43 | 16.06 | 3.50
Table 6: Mean and standard deviation of assets used (%).
reserve | al a2 ad a4 ad ab
al | 0.49381
a2 | 0.18627 | 0.18943
a3 | 0.45105 | 0.45642 | 0.20575
a4 | 0.33364 | 0.33703 | 0.58166 | 0.67816
ad | 0.56793 | 0.61823 | 0.11801 | 0.26933 | 0.19448
a6 | 0.48187 | 0.48950 | 0.03016 | 0.15257 | 0.01430 | 0.29368
a7 | 0.19084 | 0.19593 | 0.17999 | 0.21120 | 0.09766 | 0.16223 | 0.17333

Table 7: Correlations of assets used.
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